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INFERENTIAL PROCESS MODELING,
QUALITY PREDICTION AND FAULT
DETECTION USING MULTI-STAGE DATA
SEGREGATION

RELATED APPLICATIONS

This application claims the benefit under 35 U.S.C.
§119(e) of U.S. Provisional Application Ser. No. 61/536,423,
entitled “Inferential Process Modeling, Quality Prediction
and Fault Detection Using Multi-Stage Data Segregation,”
filed Sep. 19, 2011, the entire disclosure of which is hereby
expressly incorporated by reference herein.

FIELD OF THE DISCLOSURE

This patent generally relates to process control system
modeling and, more particularly, to methods of performing
process modeling, quality prediction and fault detection in a
continuous or a batch process using multi-stage or multi-state
data segregation.

BACKGROUND

Process control systems, like those used in chemical, petro-
leum or other processes, typically include one or more pro-
cess controllers and input/output (I/O) devices communica-
tively coupled to at least one host or operator workstation and
to one or more field devices via analog, digital or combined
analog/digital buses. The field devices, which may be, for
example, valves, valve positioners, switches and transmitters
(e.g., temperature, pressure and flow rate sensors), perform
process control functions within the process such as opening
or closing valves and measuring process control parameters.
The process controllers receive signals indicative of process
measurements made by the field devices, process this infor-
mation to implement a control routine, and generate control
signals that are sent over the buses or other communication
lines to the field devices to control the operation of the pro-
cess. In this manner, the process controllers may execute and
coordinate control strategies using the field devices via the
buses and/or other communication links.

Process information from the field devices and the control-
lers may be made available to one or more applications (i.e.,
software routines, programs, etc.) executed by the operator
workstation (e.g., a processor-based system) to enable an
operator to perform desired functions with respect to the
process, such as viewing the current state of the process (e.g.,
via a graphical user interface), evaluating the process, modi-
fying the operation of the process (e.g., via a visual object
diagram), etc. Many process control systems also include one
or more application stations (e.g., workstations) that are typi-
cally implemented using a personal computer, laptop, or the
like and that are communicatively coupled to the controllers,
operator workstations, and other systems within the process
control system via a local area network (LAN). Each appli-
cation station may include a graphical user interface that
displays the process control information including values of
process variables, values of quality parameters associated
with the process, process fault detection information, and/or
process status information.

Typically, displaying process information in the graphical
user interface is limited to the display of a value of each
process variable associated with the process. In some cases,
process control systems may characterize simple relation-
ships between some process variables to estimate quality
metrics associated with the process. However, in most cases

15

25

30

40

45

2

where a resultant product of the process does not conform to
predefined quality control metrics, the process and/other pro-
cess variables can generally only be analyzed in detail after
the completion of the product.

The use of predictive modeling for process quality predic-
tion and fault detection is beginning to be prevalent in both
continuous processes and batch processes. As is known, con-
tinuous processes operate in a continuous manner on a set of
continuously supplied raw materials to produce an output
product. Generally speaking, the process controller(s) used in
continuous processes attempt to keep various process param-
eters the same at particular locations within the process. How-
ever, because continuous processes regularly experience
variations in, for example, throughput, the types or grades of
product being made, the makeup of the raw materials input to
the process, etc., it is difficult to perform quality predictions
of the output of the process on-line (i.e., while the process is
operating) because the process parameter values may change
atany particular location based on a change in the throughput,
the grade of the product being made, etc. Batch processes, on
the other hand, typically operate to process a common set of
raw materials together as a “batch” through various numbers
of stages or steps, to produce a product. Multiple stages or
steps of a batch process may be performed using the same
equipment, such as a tank, while others of the stages or steps
may be performed in other equipment. However, because the
temperature, pressure, consistency, pH, or other parameters
of'the materials being processed changes over time during the
operation of the batch, many times while the material remains
in the same location, it is difficult to determine whether the
batch process is operating at any particular time during the
batch run in a manner that is likely to produce an end product
with the desired quality metrics. Thus, it is also difficult to
perform quality prediction and fault detection within batch
processes.

One known method of predicting whether a currently oper-
ating process is progressing normally or within desired speci-
fications (and is thus likely to result in a final product having
desired quality metrics) involves comparing various process
variable measurements made during the operation of the on-
going process with similar measurements taken during the
operation of previously run process, the outcome of which
has been measured or is otherwise known. However, as noted
above, runs of continuous processes vary based on throughput
and product grade and runs of batch processes typically vary
in temporal length, i.e., vary in the time that it takes to com-
plete the batch, making it difficult to know which time within
the previous process run is most applicable to the currently
measured parameters of the on-line process. Moreover, in
many cases, process variables can vary widely during the
operation of the process, as compared to those of a selected
previous process, without a significant degradation in quality
of the final product. As a result, it is often difficult, if not
practically impossible, to identify a particular previous run of
the process that is capable of being used in all cases to mea-
sure or to predict the quality of subsequent process runs.

A more advanced method of analyzing the results of on-
going continuous and batch processes that overcomes one of
the problems identified above involves creating a statistical
model for the process based on various runs of the process.
This technique involves collecting data for each of a set of
process variables (parameters) from a number of different
runs of a process or for a number of different times in a
process and identifying or measuring quality metrics for each
of'those sets of data. Thereafter, the collected parameters and
quality data are used to create a statistical model of the pro-
cess, with the statistical model representing the “normal”
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operation of the process that results in desired quality metrics.
This statistical model of the process can then be used to
analyze how different process parameter measurements made
during a particular process implementation statistically relate
to the same measurements made within the processes used to
develop the model. For example, this statistical model may be
used to provide an average or a median value of each mea-
sured process parameter, and a standard deviation associated
with each measured process variable at any particular time or
location during the process run to which the currently mea-
sured process variables can be compared. Moreover, this sta-
tistical model may be used to predict how the current state of
the process will affect or relate to the ultimate quality of the
product produced at the end of or at the output of the process.

Generally, both linear and non-linear statistically based
process predictors can be used to predict product quality
parameters that are not available for on-line measurements.
Such process parameter predictors are known by various dif-
ferent names including, for example, soft sensors, inferential
sensors and the like. There are, in fact, several types of model
based linear predictors that are used to perform process
parameter prediction within processes, with the most preva-
lent of these model based predictors being multiple linear
regression (MLR) predictors, principal component regres-
sion (PCR) predictors, principal component analysis (PCA)
predictors, partial least squares (PLS) predictors and dis-
criminate analysis (DA) predictors. Such predictors can be
used in both off-line and on-line analysis tools to predict a
process parameter, such as a quality measure of a product
being produced by a process. Additionally, it is known to use
principle component analysis (PCA) techniques to perform
fault detection within processes.

However, known model based predictors have a significant
deficiency in that they are generally unable to adjust the
predictive process models used therein to the changing pro-
cess states that may result from, for example, a change in the
production rate or throughput of the process, a change in
product grades, etc. In fact, to deal with this issue using prior
art techniques, it is necessary to construct a separate model
for every possible production rate or product grade. However,
this technique leads to a predictor that is very complex to
build and use, because developing, storing and using the
numerous predictive models becomes very processor inten-
sive, requires a lot of memory space and is complex to imple-
ment and maintain in real-time systems.

Thus, while it is known to use statistical process modeling
techniques to model processes, such as continuous processes,
these modeling techniques typically only work well when a
continuous process is stable or well-defined, i.e., when there
is little variation in the product being made or in the through-
put of the process. As a result, the on-line implementation of
analytic tools such as PCA and PLS techniques for fault
detection and prediction has, in many instances, been limited
to continuous processes in which a single product is pro-
duced. In such instances, the process is often treated as a
single unit with a fixed set of measurements and lab analyses.
For these types of processes, a single PCA or PLS model may
be developed and applied in an on-line environment. Unfor-
tunately, these techniques do not address the requirements of
continuous or batch processes in which multiple grades of
products may be produced using one or more different pieces
of plant equipment (at different times) or having variable
throughputs, or in which other operating conditions are
changed regularly.

SUMMARY

A process modeling technique uses a single statistical
model, such as a PLS, PRC, MLR, etc. model, developed
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from historical data for a typical process and adapts this
model for use in quality prediction or fault detection for
various different process states. More particularly, the mod-
eling technique determines means (and possibly standard
deviations) of process parameters for each of a set of product
grades, throughputs, etc., compares on-line process param-
eter measurements to these means and uses these compari-
sons in a single process model to perform quality prediction
or fault detection across the various states of the process.
Because only the means and standard deviations of the pro-
cess parameters of the process model are updated, a single
process model can be used to perform quality prediction or
fault detection while the process is operating in any of the
defined process stages or states. Moreover, the sensitivity
(robustness) of the process model may be manually or auto-
matically adjusted for each process parameter to tune or adapt
the model over time.

A process quality prediction and fault detection system
using this modeling technique has significantly increased
functionally and usefulness in both continuous and batch
processes, as the quality prediction and fault detection system
allows the status of an inferential sensor to be adjusted, and
offers additional insight into the current on-line operation of
a process for operating personnel.

The disclosed modeling technique, which may be used in
batch or continuous manufacturing processes, divides the
operation of the process into the different stages or states
associated with or defined by a state parameter that, typically
speaking, is related to or are indicative of the various possible
states of the process. The state parameter may be, for
example, a product grade, a throughput of the process, or any
other significant disturbance variable of the process.

The modeling technique first develops a quality prediction
or fault detection model based on measured operation of the
process across multiple process stages, and thereafter uses
this model to perform quality prediction or fault detection
during on-line operation of the process. During the model
creation stage, the method collects training data generated
from the process, the training data including values or mea-
surements of the various process parameters to be used as
inputs to the model being created, values of a state parameter
defining the process states, and values of a quality parameter
or fault indication. The method may, for a quality prediction
model, time shift the process input parameter values and state
parameter value to align this data with the quality parameter
to be predicted, to thereby eliminate the effects of variable
process delay between process inputs and the quality param-
eter being predicted. The time shifted data (in the case of
generating a quality prediction model) or the training data (in
the case of a fault detection model) is then processed to
determine a set of process parameter means, a state parameter
mean and a quality or fault parameter mean for each process
state. These process state means and the state parameter value
of each time slice of data (in the time aligned data or the
training data) are then used to develop a set of time slice
means for each time slice of data, and the instantaneous
values of the process parameters and the time slice means are
then used to develop a set of deviation from the means for
each time slice. The sets of deviations from the means may
then be filtered, and the filtered values of the deviations from
the means are used to develop the process model, such as a
PLS model, a neural network (NN) model, a MLR model, a
PCA model, etc. The process state means are also stored as
part of the model.

Thereafter, during the on-line operation of the process, the
model may be used to perform quality prediction or fault
detection. In particular, process parameter and state param-
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eter measurements are obtained from the process as the pro-
cess operates on-line, and this data may be stored in tempo-
rary memory. For a quality prediction model, the process and
state parameter measurements may be time shifted in the
same manner as performed during development of the model.
In any event, sets of time slice data are obtained from the
process, each time slice of data including a value of each of
the process input parameters and the state parameter. The
process parameter means and the state parameter means
stored as part of the model are then used, along with the value
of the state parameter of each time slice to determine time
slice means for the process parameters of each time slice. The
time slice means of each time slice of data and the values of
the process parameters and the state parameter of the time
slice are then used to create a set of deviations from the means
for the time slice of data. The deviations from the means for
each time slice may be filtered and the output of the filter are
then input to the process model to perform quality prediction
or fault detection on-line within the process.

Significantly, the model so created and operated will be
ableto make quality predictions or fault detection across all of
the defined process states without needing to change the
process model, or develop a different process model for each
process state. In fact, the varying operation of the process in
the different process states is accounted for in the operation of
changing the time slice means used to determine deviations
from the means input to the model. Moreover, filtering of the
deviation from the means provides for better quality predic-
tion or fault detection when the process is transitioning
between different process states.

Thus, model generation and data analytics techniques
using process state definitions previously determined for a
process develop different sets of deviations from the mean for
various different operating states of the process and then use
these different sets of deviations from the mean in a single
process model, without needing to generate a new or different
process model for each operating region or state of the pro-
cess. Put another way, a process model used to perform on-
line data analytics for a process can be determined once for
the process and be used to analyze the process even when the
process operates in different operating states, without need-
ing to determine a separate model for each stage or state of
operation of the process. Instead, the inputs to the model are
based on deviations from means which are varied or are
changed for the different process stages or states, so as to
provide the model with the ability to make quality predictions
or to perform fault detection based on the process state in
which the process is currently operating without changing the
model itself.

If desired, the process state means may be adapted during
on-line operation of the process by collecting additional data
from the process pertaining to one or more process states,
such as process states for which no or little data was collected
during the model creation phase, or for process states in
which the process operation may have changed since model
creation. After collecting new data, the process means for the
new or changed process state may be determined and stored
as part of the process model, to thereby allow the process
model to be used to perform quality prediction or fault detec-
tion in the new process state or the changed process state
without regenerating the process model itself.

Still further alarms and alerts may be automatically gener-
ated based on the operation of the on-line quality predication
and fault detection system, and these alarms or alerts may be
provided to a user during operation of the process to enable
the user to make desired changes or to take corrective action.
Still further advanced user interface functionality allows a
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user to easily view process variable trend plots at or near the
time a particular alarm or alert was generated to determine
which process parameter(s) may have been responsible for
the alarm or alert. These trend plots may enable a user to view
the historical values ofthe process parameters compared with
the mean and standard deviations of the process parameter at
or near the time of the alert without needing to manually
search through a data historian for this information. Such
functionality makes trouble shooting and taking corrective
actions easier and faster during on-line operation of the pro-
cess.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a diagram of a process control network having a
controller and field devices that may be used to implement a
process and various process modeling components to provide
process quality prediction and fault detection.

FIG. 2 is a block diagram illustrating an example process
control system including an example operations management
system that may implement an on-line process analysis sys-
tem for analyzing processes.

FIG. 3 is a process flow diagram illustrating a method of
generating one or more quality prediction models and fault
detection models.

FIG. 4 is a graph of a set of cross correlation plots illus-
trating the cross correlations between a set of process param-
eters and a quality parameter used to generate a quality pre-
diction model.

FIG. 5 is an enlarged view of one of the cross correlation
plots of FIG. 4 illustrating a delay time between a change in a
process parameter and a change in a quality variable as deter-
mined by a cross correlation function.

FIGS. 6A and 6B are hardware/software flow diagrams
illustrating a system for developing one or more statistically
based process models for use in performing process quality
prediction or fault detection in a continuous or a batch pro-
cess.

FIG. 7 is a flow chart of a process flow diagram illustrating
a method of using one or more quality prediction models and
fault detection models during on-line operation ofa process to
perform quality prediction and/or fault detection.

FIG. 8 is a hardware/software flow diagram illustrating a
system of implementing one or more statistically based pro-
cess models to perform process parameter quality prediction
in a continuous or a batch process using process state data
segregation.

FIG. 9 is a block diagram of a function block that may be
implemented to perform the quality prediction and/or fault
detection using a statistical process model created using the
method of FIG. 3.

FIG. 10 illustrates a series of user interface screens that are
traditionally provided to users to enable users to perform
analysis of parameter data associated with an alarm or an
alert.

FIGS. 11A-11D illustrate a series of user interface screens
that may be created and provided to a user to allow a user to
easily view process parameter trend plots related to an alarm
or an alert generated using a quality prediction or fault detec-
tion or other alarming system.

FIGS. 12-12C illustrate a series of user interface screens
that may be created and provided to a user to allow a user to
easily view process parameter trend plots related to an alarm
or an alert generated in a traditional process control system
alarming context.

DETAILED DESCRIPTION

FIG. 1 illustrates an example process control system 10 in
which an enhanced technique of performing on-line quality
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prediction and fault detection may be implemented. In par-
ticular, the quality prediction and fault detection techniques
to be implemented in the system 10 generate a set of quality
prediction and/or fault detection models from process data
and then enables a user to use these models to perform on-line
quality prediction and fault detection across multiple pre-
defined process states or process stages, in either a continuous
process or a batch process. As a result, these techniques are
applicable to or usable to perform quality prediction and/or
fault detection in continuous or batch process in which
throughput, product grade or some other disturbance variable
is changed regularly, without the need to generate separate
models for each possible process stage or process state.

The process control system illustrated in FIG. 1 includes a
process controller 11 connected to a data historian 12 and to
one or more host workstations or computers 13 (which may
be any type of personal computers, workstations, etc.), each
having a display screen 14. The controller 11 is also con-
nected to field devices 15-22 via input/output (I/O) cards 26
and 28 and may operate to implement one or more batch runs
of a batch process using the field devices 15-22. The data
historian 12 may be any desired type of data collection unit
having any desired type of memory and any desired or known
software, hardware or firmware for storing data. The data
historian 12 may be separate from (as illustrated in FIG. 1) or
apart of one of the workstations 13. The controller 11, which
may be, by way of example, the DeltaV™ controller sold by
Emerson Process Management, is communicatively con-
nected to the host computers 13 and to the data historian 12
via, for example, an Ethernet connection or any other desired
communication network 23. The controller 11 is also com-
municatively connected to the field devices 15-22 using any
desired hardware and software associated with, for example,
standard 4-20 ma devices and/or any smart communication
protocol such as the FOUNDATION® Fieldbus protocol, the
HART® protocol, the WirelessHART™ protocol, etc.

The field devices 15-22 may be any types of devices, such
as sensors, valves, transmitters, positioners, etc., while the
1/0 cards 26 and 28 may be any types of [/O devices conform-
ing to any desired communication or controller protocol. In
the embodiment illustrated in FIG. 1, the field devices 15-18
are standard 4-20 ma devices or HART devices that commu-
nicate over analog lines or combined analog and digital lines
to the 1I/O card 26, while the field devices 19-22 are smart
devices, such as FOUNDATION® Fieldbus field devices,
that communicate over a digital bus to the I/O card 28 using a
Fieldbus communications protocol. Of course, the field
devices 15-22 could conform to any other desired standard(s)
or protocols, such as any wired or wireless protocols, includ-
ing any standards or protocols developed in the future.

The controller 11 includes a processor 30 that implements
or oversees one or more process control routines (stored in a
memory 32), which may include control loops, and commu-
nicates with the devices 15-22, the host computers 13 and the
data historian 12 to control a process in any desired manner.
It should be noted that any control routines or modules (in-
cluding quality prediction and fault detection modules or
function blocks) described herein may have parts thereof
implemented or executed by different controllers or other
devices if so desired. Likewise, the control routines or mod-
ules described herein which are to be implemented within the
process control system 10 may take any form, including soft-
ware, firmware, hardware, etc. Control routines may be
implemented in any desired software format, such as using
object oriented programming, ladder logic, sequential func-
tion charts, function block diagrams, or using any other soft-
ware programming language or design paradigm. The control
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routines may be stored in any desired type of memory, such as
random access memory (RAM), or read only memory
(ROM). Likewise, the control routines may be hard-coded
into, for example, one or more EPROMs, EEPROMs, appli-
cation specific integrated circuits (ASICs), or any other hard-
ware or firmware elements. Thus, the controller 11 may be
configured to implement a control strategy or control routine
in any desired manner.

In some embodiments, the controller 11 implements a con-
trol strategy using what are commonly referred to as function
blocks, wherein each function block is an object or other part
(e.g., a subroutine) of an overall control routine and operates
in conjunction with other function blocks (via communica-
tions called links) to implement process control loops within
the process control system 10. Control based function blocks
typically perform one of an input function, such as that asso-
ciated with a transmitter, a sensor or other process parameter
measurement device, a control function, such as that associ-
ated with a control routine that performs PID, fuzzy logic, etc.
control, or an output function which controls the operation of
some device, such as a valve, to perform some physical func-
tion within the process control system 10. Of course, hybrid
and other types of function blocks exist. Function blocks may
be stored in and executed by the controller 11, which is
typically the case when these function blocks are used for, or
are associated with standard 4-20 ma devices and some types
of'smart field devices such as HART devices, or may be stored
in and implemented by the field devices themselves, which
can be the case with Fieldbus devices.

As illustrated by the exploded block 40 of FIG. 1, the
controller 11 may include a number of single-loop control
routines, illustrated as routines 42 and 44, and, if desired, may
implement one or more advanced control loops, such as mul-
tiple/input-multiple/output control routines, illustrated as
control loop 46. Each such loop is typically referred to as a
control module. The single-loop control routines 42 and 44
are illustrated as performing single loop control using a
single-input/single-output fuzzy logic control block and a
single-input/single-output PID control block, respectively,
connected to appropriate analog input (Al) and analog output
(AO) function blocks, which may be associated with process
control devices such as valves, with measurement devices
such as temperature and pressure transmitters, or with any
other device within the process control system 10. An
advanced control loop 46 is illustrated as including inputs
communicatively connected to one or more Al function
blocks and outputs communicatively connected to one or
more AO function blocks, although the inputs and outputs of
an advanced control block 48 may be connected to any other
desired function blocks or control elements to receive other
types of inputs and to provide other types of control outputs.
The advanced control block 48 may be any type of model
predictive control (MPC) block, neural network modeling or
control block, a multi-variable fuzzy logic control block, a
real-time-optimizer block, etc. or may be an adaptively tuned
control block, etc. It will be understood that the function
blocks illustrated in FIG. 1 can be executed by the controller
11 or, alternatively, can be located in and executed by any
other processing device, such as one of the workstations 13 or
even one of the field devices 19-22.

Moreover, as illustrated in FIG. 1, one or more process
analysis routines or function blocks 50 may be stored and
executed by various devices of the process control system 10,
and these process analysis routines 50 may be used to imple-
ment the quality prediction and fault detection data analytics
described in more detail below. While process analysis rou-
tines 50 are illustrated as being stored in one or more com-
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puter readable memories 52 to be executed on processors 54
of the workstations 13 and the controller 11, the routines or
function blocks 50 can also be stored in and executed in other
devices instead, such as in field devices 15-22, in the data
historian 12 or in stand-alone devices. The process analysis
routines 50 are communicatively coupled to one or more
control routines such as the control routines 42, 44, 46, and/or
to the data historian 12 to receive one or more measured
process variable measurements and, in some cases, user
inputs related to performing data analytics. Generally speak-
ing, the process analysis routines 50 are used to develop one
or more statistical process models and to analyze on-going or
on-line process operation based on those models, as will be
described in more detail herein. The analysis routines 50 may
also display information to users, such as batch or continuous
process operators, regarding the on-line or on-going opera-
tion of the process, as being implemented by the process
control system 10. The routines 50 may also obtain needed
information from users to be used in the data analytics.

FIG. 2 is a block diagram illustrating a further example of
a process control environment 100 including an operations
management system (OMS) 102, also referred to as a Process
Monitoring and Quality Prediction System (PMS), which can
be used to implement an on-line process modeling and analy-
sis system described in more detail herein. The OMS 102 is
located within a plant 104 that includes a process control
system 106, which may include portions of or all of, for
example, the process control network 10 of FIG. 1. The
example plant 104 may be any type of manufacturing facility,
process facility, automation facility, and/or any other type of
process control structure or system. In some examples, the
plant 104 may include multiple facilities located at different
locations. Thus, although the plant 104 of FIG. 2 is illustrated
as including a single process control system 106, the plant
104 may include additional process control systems.

The process control system 106, which is communicatively
coupled to a controller 108 via a data bus 110, may include
any number of field devices (e.g., input and/or output devices)
for implementing process functions such as performing
physical functions within the process or taking measurements
of process parameters (process variables). The field devices
may include any type of process control component that is
capable of receiving inputs, generating outputs, and/or con-
trolling a process. For example, the field devices may include
input devices such as, for example, valves, pumps, fans, heat-
ers, coolers, and/or mixers to control a process. Additionally,
the field devices may include output devices such as, for
example, thermometers, pressure gauges, concentration
gauges, fluid level meters, flow meters, and/or vapor sensors
to measure process variables within or portions of a process.
The input devices may receive instructions from the control-
ler 108 to execute one or more specified commands and cause
a change to the process. Furthermore, the output devices
measure process data, environmental data, and/or input
device data and transmit the measured data to the controller
108 as process control information. This process control
information may include the values of variables (e.g., mea-
sured process variables and/or measured quality variables)
corresponding to a measured output from each field device.

Inthe illustrated example of FIG. 2, the controller 108 may
communicate with the field devices within the process control
system 106 via the data bus 110, which may be coupled to
intermediate communication components within the process
control system 106. These communication components may
include field junction boxes to communicatively couple field
devices in a command area to the data bus 110. Additionally,
the communication components may include marshalling
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cabinets to organize the communication paths to the field
devices and/or field junction boxes. Furthermore, the com-
munication components may include I/O cards to receive data
from the field devices and convert the data into a communi-
cation medium capable of being received by the example
controller 108. These I/O cards may convert data from the
controller 108 into a data format capable of being processed
by the corresponding field devices. In one example, the data
bus 110 may be implemented using the Fieldbus protocol or
other types of wired and/or wireless communication proto-
cols (e.g., Profibus protocol, HART protocol, etc.).

The controller 108 of FIG. 2 (which may be a personal
computer or any other type of controller device) executes one
or more control routines to manage the field devices within
the process control system 106. The control routines may
include process monitoring applications, alarm management
applications, process trending and/or history applications,
batch processing and/or campaign management applications,
statistical applications, streaming video applications, control
applications, advanced control applications, etc. Further-
more, the controller 108 may forward process control infor-
mation to the OMS 102 and to a data historian (not shown in
FIG. 2). The control routines may be implemented to ensure
that the process control system 106 produces specified quan-
tities of a desired product within a certain quality threshold.
For example, the process control system 106 may be config-
ured as a batch system that produces a product at a conclusion
of'abatch. In other examples, the process control system 106
may include a continuous process manufacturing system.

The process control information from the controller 108
may include values corresponding to measured process and/
or quality parameters that originate in the field devices within
the process control system 106. In other examples, the OMS
102 may parse values within the process control information
into the corresponding variables. The measured process
parameters may be associated with process control informa-
tion originating from field devices that measure portions of
the process and/or characteristics of the field devices. The
measured quality parameters may be associated with process
control information related to measuring characteristics of
the process that are associated with at least a portion of a
completed product.

For example, the process may perform a chemical reaction
in a tank that produces a concentration of a chemical in a fluid.
In this example, the concentration of the chemical in the fluid
may be a quality parameter. A temperature of the fluid and a
rate of fluid flow into the tank may be process parameters. A
throughput of the process may be a process parameter defined
by a user to be a state parameter. The OMS 102, via process
control modeling and/or monitoring as discussed in more
detail below, may determine that the concentration ofthe fluid
in the tank depends on the temperature of the fluid in the tank
and the fluid flow rate into the tank. In other words, the
measured process parameters contribute to or aftect the qual-
ity of the measured quality parameter. The OMS 102 may use
statistical processing to perform fault detection and/or quality
prediction and to, for example, determine the amount of influ-
ence and/or contribution each process parameter has on a
quality parameter.

Additionally, the OMS 102 may model and/or determine
relationships between the measured process parameters and/
or quality parameters associated with the process control
system 106. These relationships between the measured pro-
cess and/or quality parameters make it possible to create one
or more calculated quality parameters. A calculated quality
parameter may be a multivariate and/or linear algebraic com-
bination of one or more measured process parameters, mea-
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sured quality parameters, and/or other calculated quality
parameters. Furthermore, the OMS 102 may determine an
overall quality parameter from a combination of the measured
process parameters, measured quality parameters, and/or cal-
culated quality parameters. The overall quality parameter
may correspond to a quality determination of the entire pro-
cess and/or may correspond to a predicted quality of a result-
ing product of the process. Of course quality parameters may
be measured on-line or off-line (e.g. using lab analyses).

As illustrated in FIG. 2, the OMS 102 includes an analytic
processor 114 that utilizes descriptive modeling, predictive
modeling, and/or optimization to generate feedback regard-
ing the status and/or quality of the process control system
106. The analytic processor 114 may execute routines (such
as the routines 50 of FIG. 1) to detect, identify, and/or diag-
nose process operation faults and predict the impact of any
faults on quality parameters and/or an overall quality param-
eter associated with a quality of a resultant product of the
process control system 106. Furthermore, the analytic pro-
cessor 114 may monitor the quality of the process operation
by statistically and/or logically combining quality and/or pro-
cess parameters into an overall quality parameter associated
with the overall quality of the process. The analytic processor
114 may then compare the values calculated for the overall
quality parameter and/or values associated with the other
quality parameters to respective thresholds. These thresholds
may be based on the predetermined quality limits of the
overall quality parameter at different times within the pro-
cess. For example, if an overall quality parameter associated
with a process exceeds a threshold for an amount of time, the
predicted final quality of the resulting product may not meet
quality metrics associated with the finished product.

If the overall quality parameter and/or any other quality
parameters deviate from the respective thresholds, the ana-
Iytic processor 114 may generate a fault indication within a
process overview chart and/or a process variation graph that
shows an explained and/or an unexplained variation (or vari-
ance) associated with the overall quality parameter and/or
may show a variable or parameter that generated the process
fault. The example analytic processor 114 manages the analy-
sis to determine a cause of one or more process faults by
providing functionality that enables an operator to generate
process quality graphs (e.g., combination graphs, micro-
charts, process variation graphs, variable trend graphs, graph-
ics, etc.) that may display current and/or past values of mea-
sured process parameters, measured quality parameters, and/
or calculated quality parameters, etc. Furthermore, in some
cases, the analytic processor 114 generates these graphs while
the process is operating and continually updates and/or re-
calculates multivariate statistics associated with each of the
graphs as additional process control information is received
by the OMS 102.

To perform these functions for continuous and batch pro-
cesses, the OMS 102 collects process data for a number of
different process parameters for each of a number of different
times in a continuous process or for each of a number of
different batch runs in a batch process. This data may be
collected from the controller 108 or the field devices within
the control network 110, from a data historian (e.g., the data
historian 12 of FIG. 1) that may have already collected and
stored process data for different batch runs of the process, or
from any other data source. The OMS 102 then processes this
data to generate one or more statistical models, and stores the
statistical models in, for example, a memory, such as a com-
puter readable memory of the OMS 102 or in one of the
memories 52 of the workstations 13 of FIG. 1. The statistical
models can then be retrieved as needed to analyze ongoing or
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on-line process runs in the future. In particular, the OMS 102
may use the stored models to analyze or to enable a user to
analyze data collected during the on-line or on-going opera-
tion of a particular process run.

However, to analyze the data from a process run while the
process is operating on-line, the OMS 102 determines the
stage or state at which the on-line process is operating with
respect to the model. That is, in this case, the OMS 102
determines what inputs the model is to use to determine other
factors about the on-line process, such as whether any of the
parameters of the on-line process are abnormal or out of
specification with respect to those same parameters within the
model, whether the output of the on-line process will meet
desired quality metrics, etc. In fact, any analysis of the on-line
data that uses the statistical model will first determine the
stage or state of the statistical model that is most applicable to
the on-line data currently being collected. It is only after the
on-line data is aligned with the statistical model that further
analyses can be performed, such providing an operator with
screens to illustrate how the on-line process compares to the
model, performing statistical analyses to determine whether
the process is operating normally or within bounds or whether
the process is operating abnormally and/or whether the output
of the process is predicted to meet desired quality metrics,
such as desired consistency, concentrations, etc.

As one example, once the data for the current on-line
process is collected and the state of the process is determined,
the analytic processor 114 of the OMS 102 may provided a
series of different graphs or other displays to the user to
enable the user to determine the current operational stage or
viability of the on-line process run. Some of these graphs or
displays are discussed below, it being understood that other
displays, analyses or information may also or alternatively be
provided to a user, such as an operator, maintenance person-
nel, etc. As one example, the analytic processor 114 may
generate a contribution graph by calculating contributions of
process parameters and/or quality parameters to the overall
quality variable, or to the multivariate statistical fault indica-
tors of modeled and un-modeled process variations. The con-
tributions of the process and/or quality parameters may be
displayed as a modeled and/or an unmodeled variation of
each variable as a contribution to the variation associated with
the overall quality and/or the quality parameter associated
with the fault.

Furthermore, the analytic processor 114 may generate vari-
able trend graphs for any of the selected process and/or qual-
ity variables, jointly with a defined threshold. The variable
trend graph may show values associated with the variable
over a time of the process in relation to values of the variable
during similar times in previous processes, e.g., the model
variable values. By generating the contribution graph and/or
the variable trend graphs, the analytic process 114 may also
identify possible corrections to the process to mediate the
detected fault in the process. The variable trend graph may
assist an operator to determine a cause of a process fault by
providing an overlay of historical plots of data of the process
runs used to create the model with associated variations (e.g.,
standard deviations) with the current value aligned to the
same time scale.

The analytic processor 114 may also generate a quality
prediction graph to determine the effect of the correction(s), if
implemented, on the overall quality of the process. If the
correction(s) maintain or improve the overall quality to
within specified thresholds, the analytic processor 114 may
instruct the OMS 102 to implement the correction(s). Alter-
natively, the analytic processor 114 may send instructions to
the controller 108 to implement the process correction(s).
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Further, the example analytic processor 114 may generate
a microchart upon determining a fault associated with an
overall quality parameter and/or any other quality parameter.
The microchart may include values of the process and/or
quality parameters at a specified time (e.g., a time associated
with the process fault) in relation to a mean value and/or a
standard deviation for each of the parameters as predicted by
the process model. Additionally, the microchart may include
spark lines that indicate prior values associated with each of
the process and/or quality variables associated with the
model. From the microchart, the example analytic processor
114 may enable an operator to determine and/or select one or
more corrective actions to the process and/or determine if any
of the corrections will improve the process such that the
overall quality variable is predicted to be within the specified
limits.

The OMS 102 manages access to the process control data
including the process variation graphs, contribution graphs,
variable trend graphs, quality prediction graphs, and/or
microcharts via an online data processor 116. Additionally,
the online data processor 116 provides access to process
control operators to view process control data, change and/or
modify process control data, and/or generate instructions for
field devices within the process control system 106.

To provide access to the on-line analysis, the plant 104 of
FIG. 2 is illustrated as including a router 120 and a local
workstation 122 communicatively coupled to the online data
processor 116 via a local area network 124 (LAN). Further,
the router 120 may communicatively couple any other work-
stations (not shown) within the plant 104 to the LAN 124
and/or the online data processor 116. The router 120, which
may be communicatively coupled to the other workstations
wirelessly and/or via a wired connection, may include any
type of wireless and/or wired router as an access hub to the
LAN 124 and/or the online data processor 116.

The LAN 124 may be implemented using any desired
communication medium and protocol. For example, the LAN
124 may be based on a hardwired or wireless Ethernet com-
munication scheme. However, any other suitable communi-
cation medium and protocol could be used. Furthermore,
although a single LAN is shown, more than one LAN and
appropriate communication hardware within the workstation
122 may be used to provide redundant communication paths
between the workstation 122 and a respective similar work-
station (not shown).

The LAN 124 is also illustrated as being communicatively
coupled to a firewall 128 which determines, based on one or
more rules, whether communication from remote worksta-
tions 130 and/or 132 is to be permitted into the plant 104. The
remote workstations 130 and 132 may provide operators that
are not within the plant 104 access to resources within the
plant 104. The remote workstations 130 and 132 are commu-
nicatively coupled to the firewall 128 via a Wide Area Net-
work (WAN) 134.

The workstations 122, 130 and/or 132 may be configured
to view, modify, and/or correct one or more processes within
the process control system 106 based on the on-line analysis
performed by the OMS 102, or these workstations may
directly implement the on-line process analysis applications
and methods described herein. For example the workstations
122, 130 and/or 132 may include a user interface 136 that
formats and/or displays process control information gener-
ated by the OMS 102. As another example, the user interface
136 may receive generated graphs and/or charts or, alterna-
tively, data for generating a process control graph and/or chart
from the OMS 102. Upon receiving the graph and/or chart
data in the respective workstation 122, 130, and/or 132, the
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user interface 136 may generate a display of a graph and/or a
chart 138 that is relatively easy for an operator to understand.
The example configuration of FIG. 2 illustrates the worksta-
tion 132 with the analytic user interface 136. However, the
workstations 122 and/or 130 may include two analytic user
interfaces 136.

Additionally, the user interface 136 may alert a process
control operator to the occurrence of any process control
faults within the process control system 106 and/or any other
process control systems within the plant 104 as determined by
the on-line analysis described herein. Furthermore, the user
interface 136 may guide a process control operator through an
analysis process to determine a source of a process fault and
to predict an impact of the process fault on the quality of the
resultant product. The user interface 136 may provide an
operator with process control statistical information as the
process fault is occurring, thereby enabling the operator to
make any adjustments to the process to correct for any faults.
By correcting for faults during the process, the operator may
maintain a quality of the resulting product.

Additionally, the user interface 136, via the example OMS
102, may display the detection, analysis, corrective action,
and quality prediction information. For example, the user
interface 136 may display a process overview chart, a process
variation graph, a microchart, a contribution graph, a variable
trend graph, and/or a quality prediction graph (e.g., the graphs
138). Upon viewing these graphs 138, the operator may select
additional graphs 138 to view multivariate and/or statistical
process information to determine a cause of a process fault.
Additionally, the user interface 136 may display possible
corrective actions to a process fault. The user interface 136
may then allow an operator to select (one or more) corrective
actions. Upon a selection of a correction, the user interface
136 may transmit the correction to the OMS 102, which then
sends an instruction to the controller 108 to make the appro-
priate correction in the process control system 106.

The workstations 122, 130 and/or 132 of FIG. 2 may
include any computing device, for example, a personal com-
puter, a laptop, a server, a controller, a personal digital assis-
tant (PDA), a micro computer, etc. The workstations 122, 130
and/or 132 may be implemented using any suitable computer
system or processing system. For example, the workstations
122, 130 and/or 132 could be implemented using a single
processor personal computer, single or multi-processor work-
stations, etc.

The process control environments 10 of FIGS. 1 and 100 of
FIG. 2 are provided to illustrate types of process control
systems or process plants within which the example process
quality prediction and fault detection methods and apparatus
described in greater detail below may be advantageously
used. However, the example methods and apparatus
described herein, if desired, may be advantageously
employed in other systems of greater or less complexity than
the example process control environments 10 and 100 and/or
the process control system 106 shown in FIGS. 1 and 2 and/or
systems that are used in connection with process control
activities, enterprise management activities, communication
activities, etc.

As way of background, many known process control sys-
tems typically provide analytic and/or statistical analysis of
process information. However, these systems generally
implement offline tools to determine the cause of and poten-
tial corrective actions needed for process faults or other pro-
cess conditions that may affect the quality of products being
produced by the process. These offline tools may include
process studies, lab studies, business studies, troubleshoot-
ing, process improvement analysis, and/or six-sigma analy-
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sis. While these tools may correct the process for subsequent
products, the tools cannot remediate and/or correct process
quality as the fault occurs. Thus, these offline tools do not
prevent manufacturing poor quality products.

The example on-line process control system analyses
described herein, on the other hand, may be used within a
process control system to provide in-process fault detection,
analysis, and/or correction information enabling an operator
to correct a process fault or to increase product quality while
the product is still being manufactured. In other words, pro-
cess corrections can be implemented in response to predicted
faults or predicted quality measures, during operation of the
process, such as at the time a fault occurs or substantially
immediately after a fault or other process upset leading to
poor quality occurs. While the example methods and appara-
tus described herein may be used to predict and/or correct
process faults or to account for changes in disturbance vari-
ables of the process to improve process quality of a continu-
ous and/or a batch process, they will be particularly described
with respect to continuous processes.

Generally speaking, the process quality prediction and
fault detection analytics described herein are used to perform
quality prediction and fault detection on processes (such as
continuous processes or batch processes) that operate in one
of'a number of different process states (also referred to herein
as process stages), without needing to create a new or differ-
ent process model for each of the various different process
states. More particularly, a method and system for performing
process quality prediction and fault detection analytics
includes a user interface application that first allows a user to
select the type of statistical model to be used to perform
quality prediction within a process. This quality prediction
may be, for example, based on a neural network (NN), a
multiple linear regression (MLR), or a partial least squares
(PLS) model. The method and system for performing process
quality prediction and/or fault detection analytics then gen-
erates this model for the process, and additionally may gen-
erate a fault detection statistical model, preferably in the form
of a principal component (PCA) model. The system may use
an application of Hotelling’s T and Q statistics, also known
as the squared prediction error (SPE), to determine fault con-
ditions associated with measured and unmeasured process
disturbances.

In the past, a major constraint on the application of NN,
MLR, PLS and PCA analyses arose from the fact that the
underlying prediction technology was based on determining
deviations of processes measurements from their mean value.
Unfortunately, an increase in plant production rate or a
change in product grade (or a change in some other distur-
bance variable of the process) typically caused mean values
of process parameters to shift. To account for these changes,
previous continuous data analytic applications needed to gen-
erate a different model to perform quality prediction or fault
detection at different values of plant production rates, product
grades, etc. As a result, traditional techniques of using NN,
PLS, MLR, and PCA models could generally only be applied
to perform quality prediction and fault detection in a continu-
ous process that was operated at a constant throughput and
that only made one product grade, because the mean value
associated with the process measurements remained nearly
constant only in this situation.

However, in many cases, the throughput of a continuous
process is frequently changed to maintain an inventory level
set by downstream processes or market demand. A swing
boiler in the power house area of a plant is one example of a
process that must constantly respond to changes in through-
put demand set by the plant master. The process operating
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points may also change with the product grade that is being
manufactured. One example of this situation is in a continu-
ous reactor in which the target for output composition is
changed to allow different product grades to be manufac-
tured. To shift the output composition, it is often necessary to
change the operating point of one or more process inputs. In
response to these feed stock or process input changes, other
parameters such as cooling water flow, agitator power, relief
flow, etc. must also be changed to maintain controlled inputs
(such as batch temperature, constant agitation, and overhead
pressure) at constant values.

Generally speaking, the modeling techniques described
herein account for changes in the mean values of the process
measurements by automatically modifying the measurement
mean values used in the analytics. These modeling techniques
are thereby able to compensate for changes in production rate
or product grade (or other disturbances in the process) with-
out rebuilding or regenerating the process model used to
make predictions. Advantageously, the modeling techniques
described herein also compensate the deviation values used in
the model to account for the time required to transition from
different throughputs and product grades (or other distur-
bances in the process) thereby enabling a single statistical
model to be used to perform quality prediction or fault detec-
tion during operation of the process at different product
throughputs, when the process is operated to make different
product grades, and even for times during which the process
is in transition between different throughputs and product
grades.

More particularly, to minimize any deviations in quality
parameter prediction and to prevent false indications of a
fault, the mean values used in model analytics are changed to
match those expected for a given throughput or product grade.
Also, because the transition from one operating point to
another may take some time after the throughput or product
grade is changed, filtering is applied to the calculation of the
deviation from the mean, with this filtering being based on the
normal time that is required for the process to respond to a
grade or throughput change.

As a general matter, the quality prediction and fault detec-
tion techniques described herein for continuous or batch pro-
cesses use process state segregation and includes two basic
steps, namely, model generation and on-line use of the model
to perform process quality prediction and/or fault detection.
Additionally, if desired, process models may be adaptively
adjusted (on-line) when, for example, the process enters a
state or stage for which little no data was collected from the
process when building the model in the first place or when the
process has changed from the time during which the data used
to build the model was collected from the process.

FIG. 3 illustrates an example flow diagram 200 of a method
or technique that may be implemented by, for example, the
OMS 102 (which may be executed in, for example, one or
more of the routines 50 of FIG. 1) or within one or more of the
workstations 13 of FIG. 1, to develop one or more statistical
models foruse in quality and fault prediction in a process. The
statistical models developed using the techniques of FIG. 3
can thereafter be used to analyze on-line data collected from
a process to perform product quality prediction and/or pro-
cess fault detection.

While the flow chart 200 of FIG. 3 is described as using
collected process data to generate both quality prediction
models, such as PLS, NN and MLR models, and fault detec-
tion models, such as PCA models, for use in analyzing a
process, fewer or more types of models could be generated
instead or in addition to these particular types of models. In
particular, the method 200 of FIG. 3 could be used to generate



US 9,110,452 B2

17

only quality prediction models, only fault detection models,
or any combination of both types of models. Also, while the
method 200 of FIG. 3 will be described as producing each of
a set of PLS, NN and MLR models as quality prediction
models, and a PCA model as a fault detection model, other
types of statistical models could be developed as quality
prediction models and fault detection models as well or
instead. Moreover, the method 200 of FIG. 3 could be used to
develop only one or two types of these models and need not
develop all of these types of models.

Referring now specifically to FIG. 3, a block 212 obtains
process parameter data and quality parameter data for a pro-
cess. As noted above, the process may be either a continuous
or a batch process, but for the sake of description, the process
will be described herein as a continuous process. Thus, prior
to or during the model development technique depicted in
FIG. 3, the process is operated and generates process param-
eter data for each of a set of process parameters or process
variables, one of which will be referred to herein as a state
parameter or state variable. Additionally, quality parameter
data (also referred to as quality variable data or result variable
data) indicative of the quality variables or quality parameters
to be predicted when implementing on-line quality prediction
and fault detection for the process are collected from the
process during the times that the process parameter data is
developed or collected. The process parameter data and the
quality parameter data is stored in a memory as a set of model
training data, referred to herein as training data.

Importantly, when generating or collecting the training
data to be used in the model development technique of FIG. 3,
the process from which the data is collected is preferably
operated over a number of different process stages or process
states corresponding to different values or ranges of the state
parameter. In this case, the training data is collected for each
of'the process parameters and the quality parameters numer-
ous times during operation of the process so that, preferably,
process parameter data and quality parameter data is col-
lected for each of the states of the process, i.e., while the
process is operating in each of the different defined process
states, as well as while the process is transitioning between
states. Of course, the training data may be obtained during
normal or planned operation of the process over any desired
time periods, with these time periods being either contiguous
or being non-contiguous if so desired. The process parameter
data and the quality parameter data may include process
parameter values (including quality parameter values) that
are measured or otherwise collected real-time within a pro-
cess, process parameter values (including quality parameter
values) that are generated using off-line techniques, such
using lab analyses, process parameter values (including qual-
ity parameter values) input by or obtained from a user via, for
example, a user interface, or data obtained in any other
desired manner.

Atablock 214 of FIG. 3, the model development technique
200 determines or obtains an indication of the process state
parameter or state variable to be used when constructing the
quality prediction and fault detection model(s). This state
parameter or state variable may be predetermined or preset
by, for example, an engineer and stored as part of the model
development system, may be specified or selected by a user
via, for example, a user interface (e.g., one of the user inter-
faces 13 of FIG. 1) or may be determined in any other desir-
able manner. Generally, the process state parameter will be
chosen to be a significant disturbance variable, such as the
throughput of the process, an indication of the product grade
or product type being produced by the process, etc. In some
cases, however, the state parameter may be calculated using
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or determined from two or more process parameters or other
process measurements. For example, the average value of two
process parameters may be used as the state parameter. In
other examples, other statistical techniques may be applied to
calculate a state parameter using any desired inputs from the
process, to determine a state parameter that indicates the state
of process operation at any particular time. The state param-
eter may be a continuous variable or a discrete variable. In one
example, the user is allowed to configure a state parameter
that reflects changes in a major disturbance to process opera-
tion. In some cases this state parameter will be a continuous
parameter such as the production rate or the throughput of the
process. However, in other cases, the state parameter may be
a discrete parameter such as an indication of one of a limited
set of discrete product grades being made. In general the user
may select a single measured or calculated process parameter
as the state parameter, may indicate if this state parameter is
a continuous or discrete parameter, and may specify the num-
ber of states or stages that will be used in data analytics. By
default, for example, the selected parameter may be assumed
to be a continuous parameter and the number of states may be
assumed to be a fixed number, such as five.

At a block 216, the technique 200 determines ranges or
values of the state parameter that define each of the different
process states or stages. The block 216 may also determine
the number of process states to be used in generating quality
prediction and fault detection models if this variable has not
already been set. As indicated above, the ranges of the state
parameter associated with each of the different process states
may be selected or specified by a user such as an operator, a
process engineer, etc. These ranges may indicate different
values of the state parameter (in the case in which the state
parameter is a discrete variable) or different ranges of values
of'the state parameter (in the case in which the state parameter
is a continuous variable) associated with each of the process
states. As an example only, the state parameter may be broken
down into, for example, 5 to 10 different ranges. If desired,
the block 216 may automatically determine process states
ranges associated with the state variable by determining the
overall range of the state parameter from the training data and
then splitting this range into a set of ranges, such as a set of
equal ranges.

When a complete set of training data has been collected and
stored for the process and the state parameter and its associ-
ated ranges or values have been defined to thereby define the
process states, the training data is used to develop one or more
quality prediction models and/or fault detection models to be
used analyze future on-line operation of the process. The
technique of generating quality prediction models is slightly
different than the technique of generating fault detection
models, and so these two techniques are illustrated separately
in FIG. 3 using two different branches.

Generally speaking, a branch 220 of FIG. 3 illustrates the
steps used to develop quality prediction models, such as PLS
models, NN models and MLR models, while a branch 222
illustrates the steps used to develop fault detection models,
such as PCA models. When developing a quality prediction
model, ablock 224 determines time shifts for the training data
for the different process parameters, including the state
parameter, representing a manner of time shifting these
parameters with respect to one another or with respect to the
quality parameter, to align the process parameter data in a
manner that is best aligned in time with the quality parameter
data. This time alignment provides for a prediction model that
performs better predictions.

In particular, during the development of quality prediction
models (e.g., the NN, MLR, and PLS models) for each of the
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quality parameters to be predicted, the deviation values used
to produce the model are shifted in time to account for the
time required for a change in an input to a process model (i.e.,
achange in one of the process parameter values) to impact the
quality parameter being predicted by the model. As will be
understood, this delay may be, and usually is, different for
each of the process parameters being used as inputs to the
quality prediction model. (Similarly, these same delays will
be taken into account in the processing of the deviation values
used for on-line quality parameter prediction.)

One manner of identifying the delay associated with each
process parameter performs a cross correlation between each
of the process parameters and the quality parameter to be
predicted. In this case, for the selected data set that includes
all process inputs (including the state parameter), the block
224 may perform a cross correlation between each process
parameter used to produce an input to the model being devel-
oped and the process output that reflects or is best correlated
with the quality parameter being predicted (which may be
obtained using, for example, on-line measurements, oft-line
lab analyses, etc.) The results of the cross correlation may be
used to establish the time delay to be associated with a par-
ticular process parameter (an input to the model) by deter-
mining the time shift that results in the maximum correlation
value when performing cross correlation between the quality
parameter and the particular process parameter. Of course,
each different process parameter may have a different time
shift associated therewith. Generally speaking, using this
technique, the block 224 determines the highest cross corre-
lation value between a particular quality measure and each
process parameter for each of the different process param-
eters, and then determines a time-shift for that process param-
eter based on the time delay at which the highest cross cor-
relation value is obtained.

One example of a manner in which cross correlation may
beused to determine time shifts to be used to develop a quality
prediction model is illustrated in a situation in which a Kappa
number associated with the output of a Kamyr digester is
predicted based on process inputs. In this example, a chip
meter speed is selected as a state parameter because it sets the
process throughput. The Kappa number of the product output
may be measured using a sampled analyzer or by analyzing a
grab sample in the lab. The delay associated with each process
input being reflected in the Kappa number is automatically
determined by performing a cross correlation between the
process inputs and Kappa number contained in a selected data
set. The results of such a cross correlation determination for
each of the inputs of the digester, labeled Cold Blow, Outlet,
Main Blow, Chip Meter and Lower Ext, are displayed in FIG.
4.

Now, by selecting a process input, a user may see the cross
correlation between the process input and the Kappa number.
FIG. 5 illustrates the cross correlation between the state
parameter, chip meter speed, and the analysis of Kappa num-
ber in more detail. As illustrated in the plot of FIG. 5, the delay
associated with a process input is establish based on the time
shift that provides maximum correlation. In this simulation of
a Kamyr digester, the delay between the chip meter speed
changing and this change being reflected in the Kappa num-
ber is 175 seconds. Of course, an actual process the delay
could be much longer. Delays or time shifts for each of the
other input parameters could be determined in a similar man-
ner and these delays can then be used as the time shift
amounts in the block 224 of FIG. 3.

After all of the process parameter and state parameter time
shifts have been determined, a block 226 uses the time shifts
determined in the block 224 to time shift the process param-
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eter data for each process parameter input to the model and
the state parameter, and stores this time shifted parameter data
in a memory. In particular, the block 226 stores sets of time
shifted data slices, wherein each time shifted data slice has a
value for each of the process parameters to be used to generate
the model, a value of the state parameter and a value of the
quality parameter. The measurements of the process param-
eters and the state parameter of a particular data slice are time
shifted with respect to measurement of the quality parameter
by the time shift amounts determined at the block 224. The
resulting time shifted parameter data for the different process
parameters and the state parameter of each time shifted data
slice appear to be time coincidental. That is, a change in a
process parameter input is immediately reflected in the qual-
ity parameter in each time shifted data slice.

Next a block 228 uses the time shifted data developed by
the block 226 to calculate the average values for each process
parameter (including the state parameter) and the average
value for the quality parameter while in each of the defined
process states. More particularly, the block 228 culls through
all of the time shifted data slices and uses the value of the state
parameter in each data slice to determine which particular
process state each data slice falls within based on the process
state ranges of the state parameter. The block 228 then aver-
ages all the values of each process parameter, the state param-
eter and the quality parameter of all of the data slices in a
particular process state to determine a separate mean value for
each process parameter, for the state parameter and for the
quality parameter for the particular process state. These
means are referred to herein as the process state means.

A block 230 then stores these average or mean values of the
process parameters, the state parameter and the quality
parameter for each process state in a memory for later use in
developing the quality prediction model, as well as in using
the quality prediction model once developed.

Thereafter, for each data slice (also called a time slice), a
block 232 uses the time shifted data of that time slice and the
process state means to determine a set of means to use when
determining a set of deviations from the mean for that time
slice. In particular, the block 232 selects a time slice of data to
process to determine a set of means to use for that time slice
to thereafter determine the deviations from the mean for that
time slice, with the deviations from the mean being inputs to
a model generation routine to be used in developing the
quality prediction model. More particularly, for each time
slice, the block 232 uses the instantaneous value of the state
parameter indicated by (stored for) that time slice and the
mean values of the state parameter determined for one or
more of the process states to determine a scaling factor (e.g.,
an interpolation factor) to use to determine the appropriate
mean values for each of the other process parameters of the
time slice.

In the case in which the state parameter is a discrete vari-
ablethat is directly correlated with the process states (i.e., one
different value of the state parameter is associated with or
defined for each different process state), then the value of the
state parameter defines or uniquely determines the process
state in which the process is operating (for that time slice) and
the means of the process parameters for that time slice are
simply determined as the process parameter means stored for
that process state. However, if the state parameter is a con-
tinuous variable or the user has defined a range of values of
the state parameter to be associated with each of the process
states (i.e., a range of state parameter values is defined for
each process state), then the block 232 determines an inter-
polation factor defining a fraction of two states in which the
instantaneous value of the state parameter (of the time slice)
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currently lies. That is, if the instantaneous value of the state
parameter is equal to the mean value of the state parameter for
a particular process state, the time slice is squarely within a
single process state and the process parameter means stored
for that process state can be used as the means for the other
process parameters of that time slice.

However, if the instantaneous value of the state parameter
falls between the state parameter means of two different (e.g.,
two adjacent) process states, then the means for the other
process parameters of the time slice will be determined as a
combination of the process parameter means stored for those
two process states. Typically, the mean for each process
parameter to use for the time slice will be determined by
interpolating between the parameter means for that parameter
of'the two adjacent process states using an interpolation factor
developed from the instantaneous state parameter value. That
is, an interpolation routine may determine the percentage of
each of the two process states in which the time slice exists
based on the relative distance of the instantaneous value of the
state parameter (of the time slice) and the two nearest mean
values of the state parameter (from two different process
states). The block 232 can perform the interpolation (using
the same interpolation factor) for each of the process param-
eters in the time slice using the stored process parameter
means for the two adjacent process states. As a result of this
operation, the block 232 determines the appropriate mean
value to use (for each process parameter of the time slice) in
calculating the deviations from the mean for that time slice to
be used to create a process model. The block 232 will perform
this interpolation for the quality parameter of the time slice as
well. Thus, for each process parameter and the quality param-
eter of a time slice, the block 232 will use the determined
fraction within state and the state means of two adjacent
process states to determine the mean value of the process
parameters for the time slice.

One example of performing interpolation to determine a
set of time slice means for a particular time slice will now be
described in more detail. In this example, it is assumed that
the range of variation of the state parameter is calculated from
the training data to determine the entire operating range for
the state parameter. By default this operating range is auto-
matically divided into a number of equal segments that rep-
resent the different states of the process considered in analy-
sis. In another case, the user could specify the entire range of
the state parameter, the number of process states or stages,
and the particular sub-ranges of the state parameter associ-
ated with each of the process states. In any event, in this
example, the average value of the state parameter for each
process measurement during each of the defined process
states or stages is determined and saved in memory. In this
example, which relates to operation of a boiler process, the
boiler steam demand is configured as the state parameter, and
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lected for other inputs, e.g., five parameter inputs of Fuel
Flow, Air Flow, O2, Draft, and IS Fan Speed, included in the
model appear as illustrated in Table 1 below.

TABLE 1
State - Steam Demand 1 2 3 4 5
State Range 25-35 3545  45-55  55-65  65-75
No. Sample in Range 210 340 150 85 30
Steam Demand - Ave 30 40 50 60 70
Fuel Flow - Ave 30 40 50 60 70
Air Flow - Ave 35 45 55 65 75
02 - Ave 2.5 2.5 2.5 2.5 2.5
Draft - Ave -1 -1 -1 -1 -1
IS Fan Speed - Ave 20 28 38 50 65

In this example, to determine the time slice means to be
used to determine deviations from the mean for a time slice,
the following procedure may be used. If the instantaneous
value of the state parameter of the time slice is equal to the
state parameter mean for a process state, then the state param-
eter means for the other process parameters of that process
state will be used as the time slice mean values in calculating
the parameter deviations from mean for that time slice. How-
ever, in most cases the state parameter value of a time slice
will fall between the state parameter mean values for two
process states. In this case, the state parameter mean values
for these two process states will be used in conjunction with
the process parameter mean values for these two process
states to calculate the time slice parameter mean values. For
the boiler example described above, if the state parameter
value was 37 for one time slice, then, based on the state
parameter mean values saved for the process states, the mean
value for the air flow parameter could be determined for that
time slice using standard interpolation techniques as follows:

37-30

Air Flow Mean = (m

]x(45—35)+35:42

When the state parameter is product grade (a discrete
parameter with enumerated values, e.g. 1-5), then, during
model development, the parameter mean value for each state
can be calculated for the data samples that coincide with the
state parameter being in that state. For example, the mean
values that were established for a continuous reactor might
appear as shown below in Table 2.

TABLE 2

State 1 2 3 4 5
Grade Description ADX201 ADX210 ADX215 ADX230 ADX240
Sample in State 210 340 150 85 30
Primary Flow - Mean 70 20 60 80 75
Secondary Flow - Mean 25 35 30 45 50
Product Concentration - Mean 35 40 30 45 42
Reactor Temp - Mean 210 215 205 211 200
Cooler Out Temp - Mean 180 185 174 200 190
Reactor Press - Mean 10 10 10 10 10

this variable is assumed to have varied over a range of 25-75%
in the data set selected for model building. The values col-

65

If the state parameter value was 3 (ADX215), then the
mean value for primary flow would be 60. If the state param-
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eter value changed to 1(ADX201) then the mean value for
primary flow would be 70. Any changes in state will not be
immediately reflected in the process parameters.

After the mean values for each time slice (referred to a slice
means) are determined, a block 234 uses the calculated time
slice means to calculate a deviation from the mean for each of
the process parameters and the quality parameter within the
time slice. In particular, the block 234 will determine the
difference between each process parameter value (and quality
parameter value) of the time slice and its associated time slice
mean (as determined in the block 232) to produce a set of
deviations from the mean, with one deviation from the mean
being determined for each process parameter (except the state
parameter) and quality parameter in the time slice. The devia-
tions from the mean for each time slice may then be stored in
a memory.

A block 235 next filters each string of deviations from the
mean separately. This filtering process makes the process
model being generated more robust, and helps to prevent the
model from detecting quality problems when the process is
simply moving between states. The block 235 may imple-
ment a low pass filter for each process parameter, the state
parameter and the quality parameter. The low pass filters may
use a filter time constant is set equal to or greater than the
longest response time of the quality parameter to a change in
any of the process parameters used as inputs to the model
being constructed. Of course, other filter time constants could
be use as well and these time constants could be selected
based onresponse times that are less than the longest response
time of the quality parameter.

As one example of filtering, a first order filter can be
applied based on the configured transition time of the process
(in seconds). For example, the Air Flow deviation from the
mean of the example of Table 1 above could be calculated as:

Air Flow Dev,,=Fx((Air Flow,—Air Flow Mean, )-Air
Flow Dev,,_;)+Air Flow Dev,_;

Where the filtering factor F is:

. AT
TAT+T

and where
AT=Period of Execution (sec)
t=Transition Time (sec)

The filtered deviations from the mean are then provided to
ablock 236, which uses the filtered deviations from the means
to determine or to generate the process model, e.g., the NN,
MLR, and/or PLS model, to be used in later quality prediction
operations. Any desired technique for creating these models
may be used and these techniques are well known. Thus, the
method of generating models from the deviations from the
mean will not be described in detail herein. However, as part
of the process model generation, the determined process
parameter means (including the state parameter means) and
the quality parameter means determined for each of the pro-
cess states (i.e., the process state means) as well as the state
parameter ranges for each process state are stored as part of
the process model and will be used when using the process
model to perform quality prediction in an on-line process.
Additionally, the filter time constants and the time shift values
may be stored as part of the process model.

A method of creating a fault detection model will now be
described with reference to the branch 222 of FIG. 3. Gener-
ally speaking, the technique of creating a fault detection
model illustrated in the branch 222 is similar to the technique
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of creating a quality prediction model in many respects. How-
ever, the fault detection model will be developed from train-
ing data that has not been time shifted or time aligned, as this
model will be used to make a future fault prediction (instead
of a prediction of the process quality at any particular time).
In all other respects, the training data is processed in the
branch 222 very similarly to the manner in which the time
aligned data slices are processed in the branch 220.

Thus, a block 248 uses the training data collected for the
process and calculates the average or mean values for each
process parameter (including the state parameter) and the
average value for the quality parameter for each ofthe defined
process states. Because the block 248 is operating on time
slices of the raw training data instead of the time aligned data,
the means calculated in the block 248 may be different than
the means calculated in the block 228. A block 250 then stores
these average or mean values of the process parameters and
the quality parameter in a memory as process state means for
later use in developing the fault detection model as well for
use in performing fault detection once the model is devel-
oped.

Thereafter for each time slice of training data, a block 252
uses the parameter data of that time slice and the process state
means to determine a set of time slice means to use when
determining deviations from the mean for that time slice. In
particular, the block 252 selects a time slice of data to process
to determine a set of means to use for that time slice to
thereafter determine the deviations from the means for that
time slice, with the deviations from the means being inputs to
a model generation routine to be used in developing the fault
detection model. More particularly, for each time slice, the
block 252 uses the instantaneous value of the state parameter
indicated by (stored for) that time slice and the process state
mean values stored for the process states to determine a
scaling factor (e.g., an interpolation factor) to use to deter-
mine the appropriate time slice mean values for each of the
other process parameters of the time slice. This process is
similar to that described for the block 232 and so will not be
repeated here. In any event, the block 252 performs interpo-
lation (using the same interpolation factor) for each of the
process parameters in the time slice using the process state
means for the process parameter from two adjacent process
states to determine the appropriate time slice mean value to
use in determining the deviation from the mean to be used to
create a fault detection model from that time slice of data. The
block 252 performs this interpolation for the quality param-
eter of the time slice as well.

After the time slice mean values for each data time slice, a
block 254 uses the calculated time slice means to determine a
deviation from the mean for each of the process parameters
and the quality parameter within the time slice. In particular,
the block 254 determines the difference between each process
parameter (and quality parameter) of the time slice and its
associated time slice mean (as determined in the block 252) to
produce a set of deviations from the mean, with one deviation
from the mean being determined for each process parameter
(except the state parameter) and quality parameter of the time
slice.

A block 255 then filters the deviations from the means to
make the process model being generated more robust and to
help prevent the model from detecting faults when the process
is moving between process states. The block 235 may imple-
ment a low pass filter in which the filter time constant is set
equal to or greater than the longest response time of the
quality parameter to a change in any of the process parameters
used as inputs to the model being constructed. Thus, in one
example, to account for the time required for the process to
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respond to a state change, the deviations from mean can be
filtered based on the transition time for the fault being
detected. Of course, other filter time constants could be use as
well, and these time constants could be selected based on
response times that are less than the longest response time.

The filtered deviations from the means are then provided to
ablock 256 which uses the filtered deviations from the means
to determine or to generate the fault detection model, e.g., a
PCA model, to be used in later fault detection operations.
Again, the process of creating a PCA model from a set of
deviations from the mean for a set of parameters is well
known and so will not be described herein in detail. However,
as part of the process model generation, the determined pro-
cess parameter means (including the state parameter means)
and the quality parameter means determined for each of the
process states (i.e., the process state means) as well as the
state parameter ranges for each process state are stored as part
of'the process model and will be used when using the process
model to perform fault detection in an on-line process. Addi-
tionally, the filter time constants may be stored as part of the
process model.

FIG. 6A illustrates a system for implementing the process
quality prediction model generation technique 200 of FIG. 3.
In particular, as illustrated in FIG. 6 A, the process 300 oper-
ates in a training phase to generate process data in the form of
process parameter data (including state parameter data) and
quality parameter data for a significant number of times or
samples. The process parameter data, indicated by the lines
302 of FIG. 6A, includes process parameter, state parameter
and quality parameter data, e.g., process variable values, state
variable values and quality variable values, that are measured
or output by devices within the process 300 or that are other-
wise collected from the process 300 during operation of the
process 300. The process parameter data 302 is obtained and
stored in a memory 304 as a set of training data. The memory
304 may be, for example, the data historian 12 of FIG. 1 orany
other desired memory. Of course, data for any number of
process parameters, quality parameters (including fault indi-
cations) and state parameters may be measured, collected and
stored as part of the training data in the memory 304.

Next, a time shift calculation block 306 operates on the
training data obtained from the memory 304 using the iden-
tity of the state parameter and the ranges of the state param-
eter values defining the different process states, the identity of
the process parameters to be used as inputs for a model and
the quality parameter to be estimated by the model. The block
306 may receive these indications from a user via a user
interface 305, for example. The block 306 uses the indication
of'the quality parameter and the process parameters to be used
in the model being constructed, and performs the cross cor-
relation technique described above to determine the appro-
priate time shifts for each of the process parameters. Of
course, the block 306 may perform the cross correlations
automatically and automatically determine the appropriate
time shift for each process parameter, or may receive input
from a user via the user interface 305, which may enable a
user to view and select the appropriate delay times for each of
the process parameters.

After the time shifts have been calculated for each of the
process parameters (and the state parameter), a time shift
block or delay unit 308 receives the training data, and delays
the various process parameter values of the different process
parameters to be used in the model being constructed by the
appropriate amounts and then stores the time aligned param-
eter data in a memory 310 as time aligned data slices. Each
time aligned data slice will have a value for each process
parameter used as inputs to the model being constructed, a
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value for the state parameter and an associated value for the
quality indication being predicted by the model to be con-
structed, with the values of the process parameters and the
state parameter being shifted in time (e.g., advanced or
delayed in time) relative to the value of the quality parameter,
based on the time shifts applied by the block 308.

As aresult, the memory 310 will store time slices of data
having values of the process parameters, the quality param-
eter and the state parameter time aligned such that time delays
between the changes in the process parameters and the result-
ing changes in the quality parameter are reduced to the best
extent possible. These sets of data slices are the best to use in
generating the model to produce the most accurate quality
prediction model.

Next, a block 312 analyzes the time slice data from the
memory 310 and develops a set of process parameter and
quality parameter means for each defined process state. The
process parameter means for each particular process state will
include, for each process parameter, the mean of the values of
that process parameter from all of the time slices for which the
state parameter value of the time slices falls with the particu-
lar process state. Likewise, the quality parameter mean for
each particular process state will include, for the quality
parameter, the mean of the values of the quality parameter for
all of the time slices for which the state parameter value of the
time slice falls with the particular process state. Similarly, the
state parameter mean for each particular process state will
include, for the state parameter, the mean of the values of the
state parameter in all of the time slices for which the state
parameter value of the time slice falls with the particular
process state.

When the process state means have been determined for
each process state from the entire set of time slices stored in
the memory 310 (i.e., for the time aligned training data), a
block 314 determines the process parameter and quality
parameter means to use for each time slice (the time slice
means) in determining a set of deviations from the mean for
that time slice. As noted with respect to FIG. 3, the block 314
may use interpolation based on the instantaneous value of the
state parameter for a time slice to determine the manner in
which to interpolate between the process parameter means of
two adjacent process states for each process parameter and
the quality parameter in the time slice.

When the means for each time slice have been determined,
these time slice means are provided to and used in a block
316, along with the aligned time slice data from the memory
310, to determine a deviation from the mean for each process
parameter and the quality parameter of each time slice. The
sets of deviations from the mean (one set of deviations from
the mean being created for each aligned time slice) are then
provided to a filter block 318 which filters the deviations from
the means on a process parameter by process parameter basis
to account for situations in which the process is changing
from one state to another. Generally speaking the deviations
from the mean may be filtered using a low pass filter with a
time constant set based on the amount of time it takes the
quality parameter to respond to changes in the process param-
eters. In one case, the longest response time may be used to set
the filter constant. The filter constant will generally be the
same for all of the deviations from the mean. Additionally, if
desired, the filter time constant may be selected or specified
by a user via, for example, the user interface 305.

The filtered deviations from the means are then provided to
a model generation bock 318 which uses these values to
produce a quality prediction model using standard model
creation techniques. As indicated in FIG. 6 A, the model gen-
eration block 320 creates one or more of a PLS model 322, a
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NN model 324 and an MLR model 326. Generally speaking,
a single model will be created for each quality variable being
predicted and these models may, of course, have different
process parameter inputs. The model generation block 320
may store the model along with one or more of the process
state means, the definitions of the process states (e.g., the
ranges of the state parameter that define the various process
states), the filter time constants, and the time shift values for
each of the process parameters as part of the process model.

FIG. 6B illustrates a system for developing a fault detection
model and includes the process 300, the training data memory
304, and the user interface 305 illustrated in FIG. 6 A. How-
ever, in this case, a block 412 analyzes the time slice data of
the raw training data in the memory 304 to develop a set of
process parameter and quality parameter means for each
defined process state. The process parameter means for each
particular process state will include, for each process param-
eter, the mean of the values of the process parameter in all of
the time slices for which the state parameter value of the time
slices falls within the particular process state range. Likewise,
the quality parameter mean for each particular process state
will include, for the quality parameter, the mean of the values
of the quality parameter in all time slices in which the state
parameter falls within the process state. Similarly, the state
parameter mean for each particular process state will include,
for the state parameter, the mean of the values of the state
parameter in all of the time slices for which the state param-
eter value of the time slice falls with the particular process
state.

When the process state means have been determined for
each process state from the entire set of time slices stored in
the memory 304 (i.e., for the time slices of the training data),
a block 414 determines the process parameter and quality
parameter means to use for each time slice (the time slice
means) in determining a set of deviations from the mean for
that time slice. As noted with respect to FIG. 3, the block 414
may use interpolation based on the instantaneous value of the
state parameter for a time slice to determine the manner in
which to interpolate between the process parameter means of
two adjacent process states for each process parameter and
the quality parameter in the time slice.

When the time slice means for each time slice have been
determined, these means are provided to and used in a block
416, along with the time slice data from the training data
memory 304, to determine a deviation from the mean for each
process parameter and the quality parameter of each time
slice. The sets of deviations from the mean (one set of devia-
tions from the mean being created for each time slice) are then
provided to filter block 418 which filters the deviations from
the mean to account for situations in which the process is
changing from one state to another. Generally speaking the
deviations from the mean may be filtered using a low pass
filter with a time constant set based on the amount of time it
takes the quality parameter to respond to changes in the
process parameters. If desired, the filter time constant may be
selected or specified by a user via, for example, the user
interface 305 and may be the same filter time constant used in
the filter block 318 of FIG. 6A.

The filtered deviations from the means are then provided to
a model generation bock 420 which uses these values to
produce a fault detection model using standard model cre-
ation techniques. As indicated in FIG. 6B, the model genera-
tion block 420 may create one or more PCA models 422.
Generally speaking, a single PCA model will be created for
each fault being detected and these models may, of course,
have different process parameter inputs.
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Of course, other types of quality prediction and fault detec-
tion models may be used and the model generation routines
314 and 414 may generate the PLS, NN, MLR and PCA
models in any desired or known manner, as is typical. How-
ever, as will be understood, the quality prediction and fault
detection models are preferably generated from the entire set
of training data which, if possible, includes data associated
with the operation of the process 300 over all of the predefined
process state ranges. In any event, a single PLS model, NN
model, MLR model or PCA model may be developed for the
process 300 for performing each quality prediction and fault
detection without individual models needing to be developed
for each of the predefined process states. As will be under-
stood, the PLS, NN, MLR and PCA models will be generated
as typical models created for the process 300 according to
standard model generation techniques, except that these mod-
els will also include a set of process state means associated
with each of a different set of process states, as well as
definitions of the state parameter and state parameter ranges
defining various process states. In this case, each set of pro-
cess state means will include a mean for each of the process
variables and the state variable for which data is collected
and, in quality prediction models, a mean for the quality
parameter.

FIG. 7 depicts a flow chart illustrating a method 500 of
using one of the quality prediction or fault detection models
created using the method of FIG. 3 to perform on-line analy-
sis of the operation of a process, such as the process 300 of
FIGS. 6A and 6B. In particular, a block 502 collects and
stores process parameter and state parameter data from the
process. (Of course, quality parameter data and fault data may
also be collected, but this action is not strictly necessary for
performing data analytics of the process using the models
created by the technique of FIG. 3). The collected process
parameter and state parameter data could be obtained on-line
from the process in real time, could be obtained via lab or
off-line analyses, could be obtained via user input or could be
obtained in any other desired manner.

Next, if the model being used is a quality prediction model,
such as a PLS, NN or MR model, a block 504 time shifts the
process parameters and the state parameters, using the time
shift amounts determined by the block 224 of FIG. 3. These
time shift amounts may be stored as part of the model and may
be obtained from the model if so desired. Thus, these time
shift amounts are generally the same time shift amounts used
to shift the data to produce the time aligned data slices used to
produce the model. The block 504 is illustrated in dotted line
because this block will not be performed if the model being
used is a fault detection model, such as a PCA model.

In either case, ablock 506 produces a set of data slices from
the collected data and may store these data slices in memory,
if so desired. If the model being used is a quality prediction
model, these data slices are time shifted data slices because
the process parameter and state parameter data within these
data slices are shifted in time with respect to one another.
However, if the model being used is a fault detection model,
then the data slices are produced directly from the collected
process data without being time shifted with respect to one
another.

A block 508 next processes each of the data slices produced
by the block 506 to determine a set of time slice means for
each of the data slices. In particular, the block 508 uses the
process state means stored as part of the model and the instan-
taneous value of the state parameter within a data slice to
determine a set of time slice means for that data slice. When
the state parameter is a continuous variable, the block 508
may determine an interpolation factor from the instantaneous
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value of'the state parameter based on the distance between the
instantaneous value of the state parameter and the two nearest
process state means, and may then use this interpolation
factor to interpolate between the process state means for the
other process parameters (stored in the model) to determine
time slice means for these other process parameters. If the
state parameter is a discrete variable, the block 508 may
simply determine the set of process state means to use based
on the instantaneous value of the state parameter within the
time slice. The block 508 may store the time slice means in a
memory.

A block 509 then uses the time slice means and the instan-
taneous values of process parameter of the time slice to deter-
mine a set of deviations from the means for the data slice. In
particular, the block 509 determines a difference between the
instantaneous value of each of the process parameters of a
time slice and its respective mean to produce a set of devia-
tions from the mean for the time slice. Of course, the blocks
508 and 509 operate on each data slice to produce a continu-
ous stream of deviations from the mean as the process that is
being analyzed is operated on-line.

Next, a block 510 filters each stream of deviations from the
mean (i.e., with one stream being created for each process
parameter used as an input to the model) and provides the
filtered deviations from the means to the model to be pro-
cessed. The block 510 may use the same type of filtering
technique used when creating the model and thus may use the
same filter coefficients as used in the method of FIG. 3 to filter
the deviations from the means used to produce the model in
the first place. These filter coefficients may be stored as part of
the model and thus may be obtained from the model itself.

A block 512 operates the model using the filtered devia-
tions from the means to produce model outputs in the form of,
for example, quality measurement predictions, fault detec-
tions, etc. A block 514 may operate on the output of the model
to produce alarms or alerts to be displayed or otherwise pro-
vided to a user. In particular, the block 514 may compare the
output of the model to one or more preset or pre-established
thresholds to detect an output of the model that is above or
below a threshold, and then set an alarm or an alert based on
this comparison. Of course, other types of alarming may be
performed on the output of the model as well or instead.

FIG. 8 illustrates a system that may use the method of FIG.
7 to perform on-line data analytics for a process, such as the
process 300 of FIGS. 6A and 6B, using a model 601 that was
previously created for analyzing the process 300. In particu-
lar, as illustrated in FIG. 7, the process 300 operates to pro-
duce process parameter and state parameter data which is
measured or collected in any desired manner and may be
stored in a memory 602. In the case in which the quality
prediction is being performed, a time shifting module 604
time shifts the process parameters and the state parameters,
using the time shift amounts stored as part of the process
model (as is indicated by the lines from the model 601 of F1G.
7). These time shift amounts are generally the same time shift
amounts used to shift the data to produce the time aligned data
slices used to produce the model. The time shifting module
604 may store the time shifted or time aligned data as time
aligned data slices ina memory 606. If the model 601 is a fault
detection model, then the time shifting module 604 is not
needed or used.

In either case, a mean calculating module 608 processes
each of the time aligned data slices stored in the memory 606
(in the case of a quality prediction system) or data slices
collected from the process itself and stored in the memory 602
(in the case of a fault detection analytics system) to determine
a set of time slice means for each of the data slices. In par-
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ticular, the module 608 uses the process state means stored as
part of the model 601 and the instantaneous value of the state
parameter within a data slice to determine a set of time slice
means for that data slice. When the state parameter is a con-
tinuous variable, the module 608 may determine an interpo-
lation factor from the instantaneous value of the state param-
eter based on the distance between the instantaneous value of
the state parameter and the two nearest process state means,
and may then use this interpolation factor to interpolate
between the process state means for the other process param-
eters (stored in the model 601) to determine time slice means
for these other process parameters. If the state parameter is a
discrete variable, the module 608 may simply determine the
set of process state means to use based on the instantaneous
value of the state parameter within the time slice. The module
608 may store the time slice means in a memory associated
therewith.

A deviation module 609 then uses the time slice means and
the instantaneous values of process parameter of the time
slice to determine a set of deviations from the means for the
data slice. In particular, the block 609 determines a difference
between the instantaneous value of each of the process
parameters of a time slice and their respective mean to pro-
duce a set of deviations from the mean for the time slice. Of
course, the modules 608 and 609 operate on each data slice to
produce a continuous stream of deviations from the mean as
the process that is being analyzed is operated on-line.

Next, a filter module 610 filters each stream of deviations
from the mean (i.e., with one stream being created for each
process parameter used as an input to the model) and provides
the filtered deviations from the means to the model to be
processed. The filter 610 may use the same type of filtering
technique used when creating the model 601 and thus may use
the same filter coefficients as used in the method of FIG. 3 to
filter the deviations from the means used to produce the model
601 in the first place. These filter coefficients may be stored as
part of the model 601 and thus may be obtained from the
model 601 itself.

The model 601 then operates or is implemented using the
filtered deviations from the means and produces model out-
puts in the form of, for example, quality measurement pre-
dictions, fault detections, etc. An alarm module 614 may
operate on the output of the model 601 to produce alarms or
alerts to be displayed or otherwise provided to a user. In
particular, the alarm module 614 may compare the output of
the model 601 to one or more preset or pre-established thresh-
olds to detect an output of the model 601 that is above or
below a threshold, and then set an alarm or an alert based on
this comparison. Of course, other types of alarming may be
performed on the output of the model as well or instead.

FIG. 9 illustrates a block diagram of a function block 700
that may be implemented to perform the quality prediction
and/or fault detection using a set of statistical process models
created using the techniques described herein. If desired, the
function block 700 may be executed or implemented in a user
interface, in a process controller within a control system or
even within a field device located in a process control system,
such as in any of the process control systems of FIGS. 1 and
2. The function block 700, referred to herein as a data analyt-
ics (DA) function block, can be configured to be useable and
viewable by a user in the same or similar manner as other
function blocks within the process control system, to thereby
make the DA function block 700 compatible and easily inte-
grated into the process control system in which it is used to
perform data analytics.

While the function block 700 is illustrated as performing
both quality prediction and fault detection on the same set of
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process input parameters and state parameter, the function
block 700 could instead perform one of quality prediction or
fault detection and need not perform both. Additionally, while
the function block 700 is described as performing a single
type of quality prediction and fault detection based on a set of
input parameters and a state parameter, the block 700 could
include multiple sets of models and could perform multiple
types of quality prediction and fault detection. However, for
ease of use and configuration, it is preferable that a different
function block 700 be created and implemented for each
different type of quality prediction/fault detection desired to
be performed.

The parameters of the DA function block 700 of FIG. 9
may include typical function block parameters and, in addi-
tion, may include a number new parameters and features
described below. Generally speaking, the DA function block
700 includes a modeling block 702 and an alarming block
704, each of which includes a set of inputs and outputs. The
inputs to the modeling block 702 includes a number of pro-
cess parameter and state parameter inputs 706, an algorithm
input 708, a delay input 710, a sample input 712 and a follow
input 714. The process parameter and state parameter inputs
706 are communicatively connected to and receive, from
other function blocks or devices within the process control
system, the measured or otherwise determined values of the
process parameters and the state parameter being used in the
data analytics to perform quality prediction and fault detec-
tion. The algorithm input 708 is an enumerated parameter
indicating the type of modeling algorithm used in the model.
The algorithm input 708 input may specify, for example, that
the function block 700 performs one of MLR, PLS, PLS-DA,
and NN predictive modeling. The sample input 712 receives
a determined quality sample that may be obtained from mea-
surements, such as lab measurements, of the process and the
delay input 710 receives a specified delay indicating the delay
between the current time and the time for which the sample
provided at the sample input 712 was obtained. The sample
input 712 and the delay input 710 may be used to correct bias
errors in the predictions being produced by the function block
700. The follow input 714 is an input that may be used to
cause the output of the quality prediction routine of the func-
tion block 700 to simply follow the sample measurement
provided at the sample input 712.

Generally speaking, the modeling block 702 includes an
interface 720 that receives and stores the process parameter
and state parameter inputs 706 and provides these inputs for
performing quality prediction and fault detection. In particu-
lar, the interface 720 is connected to and provides process
parameter values and state parameter values to a delay block
722 which delays the various inputs by the delay or time shift
amounts provided with or determined for the quality model
when it was created. These delays may be provided from a
memory file 724 which stores the process parameter time
shifts as well as the other model parameters including the
model process state means, filtering coefficients, and model
parameters or model coefficients use to implement the model.

A quality prediction modeling block 726 then uses the
delayed or time aligned data slices produced by the delay
block 722, the measured parameter values from the interface
720, the process state means, the filter coefficients, and the
model coefficients (all from the model file 724) to perform
quality prediction in the manner described above with respect
to FIGS. 7 and 8. The quality prediction modeling block 726
may produce a future prediction (at a time horizon) which is
provided to an output of the function block 700 labeled
FUTURE and may produce a current prediction which is
provide to an output of the function block 700 labeled as
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OUT. Of course, if desired, the quality prediction modeling
block 726 may be programmed or designed to implement any
of'the different types of models as specified by the algorithm
input 708, using model parameters or model coefficients
stored in and provided by the model file 724.

However, bias correction or compensation may be per-
formed on both of the prediction values provided to the
FUTURE and OUT outputs of the function block 700. In
particular, a delay unit 730 delays the predicted quality output
by the delay amount specified at the delay input 710 and a
summing block 732 determines a difference between the
delayed predicted current output of the quality prediction
modeling block 726 and the sample measurement provided at
the sample input 712. A limit block 734 limits this difference
using a correction limit input (which may be specified by a
user or function block designer for example) and a filter 735
then filters the output of the limit block 732 using a correction
filter coefficient or parameter (which may also be specified or
provided by a user or function block designer for example).
The output of the filter 735 is a bias correction which is
provided to a bias enable switch 736 which may be turned on
and off by a user or other automatic input generated in the
process control system. If the bias enable switch 736 is on or
enabled, summer blocks 740 and 742 add the bias correction
to the current prediction and the future prediction values
produced by the quality prediction modeling block 726.

A switch 744, which is operated or controlled by the follow
input 714, switches between connecting the bias corrected
current output of the block 726 or the sample value provided
at the sample input 712 to the OUT output of the function
block 700. The follow input 714 thus causes the OUT output
of the function block 700 to follow the sample value being
provided at the sample input 712. Moreover, a mode switch
746, which is controlled by a mode signal, controls whether
any output is provided at the OUT output of the function
block 700. The mode switch 746 may be used to disable the
current quality output prediction of the function block 700
based on the mode of the function block 700 or some other
function block that might be using the output of the function
block 700. Thus, the mode switch 746 enables the output of
the function block 700 to be disabled or disconnected when
the portion of the process control system pertaining to or
being modeled by the function block 700 is, for example, in
an out of service mode, an abnormal mode, a manual mode,
etc.

Still further, a fault detection block 750 is connected to the
interface 702 and receives the process parameter and state
parameter inputs and uses these, as well as the state means and
other model information from the model file 724 to perform
fault detection in the manner described above with respect to
FIGS. 7 and 8. The output of the block 750 includes a Block
error output, a Stat_T2 output and a Stat_Q output. The Block
error output is the error or fault detection output being mod-
eled or determined by the fault detection block 750 and is a
typical PCA model output when used for fault detection. The
Stat-T2 parameter is a read-only, floating point number show-
ing the T? statistic of the PCA model used in fault detection.
The Stat_Q is a read-only, floating point number showing the
Q statistic of the PCA model used in fault detection. The
Stat_T2 output and Stat_Q statistics are typically produced
by predictive models such as PCA models and are commonly
used for predictive alarming. Of course, if desired, the fault
detection modeling block 750 may be programmed or
designed to implement any of the different types of models
using model parameters or model coefficients stored in and
provided by the model file 724.
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In any event, as illustrated in FIG. 9, the Block error, the
Stat_T2 and the Q statistics are provided to the alarming
block 704 along with the current quality prediction value
(which may have bias correction applied thereto). The alarm-
ing block 704 also receives as input parameters, a T2_IL.IM,
which is an upper alarm limit for the calculated T2 statistic of
the fault detection block 750, a Q_LIM, which is an upper
alarm limit for the calculated Q statistic, a LO_LIM, which
specifies the low alarm limit on the quality prediction (which
may be set to the product specification low limit if desired)
and a HI_LIM, which specifies the high alarm limit on the
quality prediction (and which may be set to the product speci-
fication high limit).

Still further, a PRED_ACT output of the alarming block
704 is used to trigger the alarming on quality prediction and a
FAULT_ACT output of the alarming block 704 is used to
trigger the alarming on fault detection. Of course, the alarm-
ing block 704 may determine alarm trigging by comparing
the quality prediction values provided thereto by the quality
prediction modeling block 726 to the LO-LIM and the
HI_LIM values to determine if the quality prediction value
exceeds (is lower than or higher then, respectively) these
limits and may trigger an alarm at the PRED_ACT output if
so. Likewise, the alarming block 704 may determine alarm
trigging by comparing the various outputs, Block error,
Stat_T2 and Stat_Q, of the fault detection modeling block
750 to a fault threshold, the T2_Lim and the Q_Lim, respec-
tively, to determine if any of the fault detection values meets
or exceeds it limit (or the Block error value indicates a fault).
Ifathreshold is met or exceeded, the alarming block 704 may
trigger an alarm at the FAULT_ACT output. Any or all of the
outputs of the alarming block and the predication blocks 726
and 750 may be provided to and stored in a data historian if so
desired, for easy retrieval.

Additionally, if desired, adaptive modeling may be imple-
mented on-line when using the quality prediction and fault
detection models constructed or generated with the modeling
techniques described herein. In particular, there may be cir-
cumstances in which the modeling system, once created,
operates to analyze process conditions that differ signifi-
cantly from the process conditions experienced during the
time that the process training data used for creating the mod-
els in the data analytics system was collected. For example,
the process may undergo or experience a different through-
put, or the process may be used to produce a new product
grade, and thus operate in conditions that were not experi-
enced during the training phase. In one example, the process
may not have experienced or operated in one or more of the
process states that were defined for the process during the step
of collecting training data. In another example, the process
states for the process may have been defined based on the
range of the state parameter during the training runs, but the
process may enter a new and previously undefined process
state as determined by the state parameter. In other situations,
it may be determined that the operation of the process has
changed somewhat due to different ambient conditions, aging
of process equipment or a change in some other disturbance
variable (measured or unmeasured) from when the training
data was collected. In these cases, model adjustment may be
required to improve the operation of the data analytics sys-
tem. Adaptive modeling, as described below, may be used to
compensate for these situations without needing to regenerate
the underlying models themselves.

In particular, it is possible to perform adaptive modeling in
the systems described herein in response to these or other
conditions or situations, without changing the underlying
process model(s) developed during the model generation
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phases. In particular, model adjustment may be made by
determining a new set of process state means for each of the
process states (either originally defined process state or newly
added process states) from newly collected process measure-
ments, and then storing these new process state means as part
of the model, for the process states for which model adjust-
ment is performed. If desired, standard deviations may also be
calculated and stored for each of the adapted process states.

Thus, generally speaking, model adaptation may be per-
formed by performing adaptation of the mean values (the
process state means) stored in the model for each process
state. Without model adaptation, it is necessary to collect data
that covers the entire operating range of the process states
during model development. Based on the variation seen in the
data for each measurement, the operating range can be
divided into a selectable number of states (e.g., five). How-
ever, with model adaptation, the process data used in the
training phase does not have to cover the full operating range
of'the process because, as the process moves into a different
process state, the modeling system can collect process data
for each of the state parameter and process parameters for a
period of time while the process is in that new or changed
process state, and thereafter the modeling system can auto-
matically calculate the mean value for each of the process
parameters and the state parameter while the process is in that
new or changed process state. These means values can be
saved in the model (to thereby adapt the model) for use in
modeling the process while the process operates in that pro-
cess state in the future.

For example, if the flow rate that dictates the process
throughput is selected as the state parameter, data for the
process parameter measurements could be initially collected
and used in model development even though the state param-
eter only varied over a small operating region of flow rate. For
this case, the user would identify the range over which the
state parameter normally operates. Here, while processing the
data during the model build, the data that was collected may
only fall into a few of the possible states (based on the user
input of the state range). For the process states for which
process parameter data is collected, the model generation
routine calculates a set of means. However, for the process
states in which no process parameter data was collected dur-
ing the model generation phase, the parameter mean values
could be initially set to some arbitrary value, e.g., equal to the
parameter mean values for the nearest state for which data
was collected. After putting the model on-line within a mod-
eling system, when the state parameter value changes to indi-
cate a process state for which no data was previously col-
lected, then the modeling or data analytics system could
perform adaptive modeling by entering into an adaptation
phase.

In particular, during an adaptation phase, the process
parameter data and state parameter data is collected on-line as
the process operates in the new process state. After some time,
or after each new time sample, the mean values for this
process state will be updated based on the values of the
process parameter and state parameter data measured while
the process is operating in the new process state. For each
process state, a user could specify if adaptation of the means
is allowed. This capability could also be used to update the
model (to account for process changes) if the user indicates
that adaptation is allowed. To prevent the mean values from
adapting to incorrect values if the process is shut down, the
user could have the capability to see or view the calculated
mean values on a process state by process state basis, and to
limit how much (e.g., a percent change allowed) the adapta-
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tion of the mean could cause a change from the value
approved by the user and/or identified during model develop-
ment.

If desired, on-line model adaptation may be performed in a
scheduled manner or an unscheduled manner. For example,
when product grade or process rate changes require new
settings for some or most of the process parameters, the
model parameters can be adjusted in a scheduled manner, i.e.,
all at once, if process state and parameter settings for a new
grade (mean values and standard deviations) are known.
However, if the mean values and the process state values for
one or more new states are not known, these values can be
adapted gradually to implement new parameter mean values.

In one example, scheduled model changes can be based on
prior knowledge of the process states for new product grades
which knowledge can be obtained via measurements made
on-line and stored until the scheduled model adaptation pro-
cess is performed. A procedure for developing a model suit-
able for use in applying scheduled changes or scheduled
adaptation may first include a grade or process state identifi-
cation parameter into historical data collection and store data
for that new grade or process state as data becomes available.
The procedure may then preprocess the training data with the
newly collected data, accounting for all of the grades. In
doing so, the procedure calculates mean values and standard
deviations for every grade separately. The procedure may
then normalize the data separately for every grade using the
specific grades mean values and standard deviations for these
grades. The modeling technique then develops one model
using data from multiple grades. Because data is conditioned
by mean values and standard deviations for specific grades,
conditioned/normalized data can be used for a common
multi-grade model development. Next, the method may store
the mean values and standard deviations for every grade used
for model development as part of the multi-grade model.

However, performing unscheduled model adaptation oper-
ates to calculate on-line mean values and standard deviations
at the changed or new state and applies theses new mean
values and standard deviations to the model individually as
these new values are determined. Unscheduled model adap-
tation is used when a new state was not originally included in
the model (e.g., there was no historical or training data for this
specific process state). A process state change could be
detected automatically and the detection may trigger the
adaptive modeling technique to perform a model mean values
and standard deviations change. If new state parameters are
not present in the model, the adaptive adaptation routine
adjusts the model based on the current on-line data collection
and model parameters calculation. Actual process parameter
means and state parameter means to be used as process state
means for the new process state are applied to the model with
some delay after process state change as it takes some time to
collect enough data from the operation of the process on-line
to determined a statistically valuable means for each of the
process parameters and the state parameter in the new process
state. The delay is defined by the successive calculations and
adjustment time.

If desired, the new model parameter mean values will have
a bias relative to the original model parameter mean values.
That is, a model mean value bias 3 can be applied as a filtering
value for determining the adapted mean as:

A ™A "™ (L= BIAT 0™ (K1)

Here, the raw mean is the recently calculated bias defined
during the on-line operation. For a process state shift due to
changed conditions (which may be caused because process
equipment may degrade or other conditions may change in a
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predicted or unpredicted way), the same mean bias parameter
may be use to filter the adapted means as described above.
Moreover, for other changes or disturbances, some mean
value changes may be constant and/or may be difficult to track
in a practical way. In these cases, it may be desirable to
increase the robustness or sensitivity of the model to mini-
mize false alarming.

While the data analytics techniques discussed above have
been described for continuous analytics (i.e., for performing
analytics in continuous processes), these techniques could
also be applied to simple batch process applications where the
“time in batch” or some other parameter that indicates pro-
gression of the batch processing is used as the state parameter.
In this case, “simple batch” process are those in which 1)
batch processing is confined to one process unit, 2) the inputs/
outputs of the batch process do not change as the batch
progresses and 3) the same product is always manufactured in
the process unit.

Additionally, it is desirable to enable a user to more easily
view and obtain information pertaining to an alarm or an alert
that is generated on a quality prediction or a fault detection,
such as an alarm or an alert generated by the data analytics
function block 700 of FIG. 9. In particular, it is desirable to
add an alert tab to a user interface screen which, when
selected, shows the quality or fault alerts that have been
reported by the continuous data analytics system. In this
system, the user is then able to select an alert or an alarm from
this list and, in response to this selection, the user is automati-
cally provided with the associated history information of the
alert or the alarm, such as the values of prediction or the T? or
Q statistics that lead up to the alert, the parameter values of the
relevant parameters both before and after the alert was issued,
etc. This feature provides significant time savings for the user
in that, rather than the user having to find and scroll back
through a trend plot of predicted quality or fault statics (T or
Q, prediction values, etc.) to find a fault or poor prediction, the
new user interface enables the user to see all of the alerts that
have been generated, and to immediately see the historic data
associated with a selected alert (without scrolling through a
trend display of different process parameters).

This user interface may be used in a broader context in any
process control system interfaces that provide alarm sum-
mary displays that a user can access to view detected process
alarms, as this user interface system enables a user to easily
view historic data associated with different parameters rel-
evant to any types of alarms that have been generated. In
particular, this user interface can be used in any context in
which a process alarm or alert is generated and is provided to
a user via a user interface screen or display, and the new user
interface allows the user to quickly analyze the conditions
that led up to an alarm or an alert because the system allows
the user to see historic process parameter trend data (as stored
in a data historian) immediately before and after an alert was
generated without the user needing to go to an historian
interface, call up the parameter associated with the event and
then scroll back in time to see the trend data immediately
before and after the alert was generated.

As a way of comparison, the manner in which alerts are
currently displayed and analyzed in some traditional user
interface used in batch process control systems is illustrated
in FIG. 10. At a top level, a list of active processes, such as
batch processes and a list of completed batches is illustrated.
If an alert is active in one of the processes, this alert is
indicated in the overview (see screen 902). The user may then
select a batch process from this overview and then (by
default) the user interface changes to show a historic trend of
the two statistics (the T and Q statistics of a PCA model) that
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are used for fault detection (see screen 904). If either statistic
exceeds a value of one (1) then this is considered to be a fault
condition. To examine the process measurements that are
associated with a fault, it is necessary for the user to examine
the historic trend of the two statistical parameters, find a time
when the statistics exceeded a value of one, and then select
that point in time on the displayed trend. In response, the user
is then shown the measurements that most contributed to the
fault (see screens 906 and 908).

Similarly, when a quality prediction alarm is indicated in
the overview, the user is provided with the ability to select the
process and to then select the quality prediction tab. In
response, the user interface system displays a historic trend of
the quality parameter (see screen 910). The user interface then
allows the user to examine the quality parameter trend to
determine when the prediction exceeded a product specifica-
tion limit. To explore the cause of a deviation in quality
prediction above or below a specification limit, the user must
then select this point in time within the trend plot, select the
fault detection tab and examine the historic trend to see if a
fault was detected at the time of the quality parameter alarm.

There are significant limitations and disadvantages of this
traditional approach in exploring an alert condition. In par-
ticular, in the overview, the user only knows that an alert is
currently active and to find more information about past
alerts, it is necessary for the user to 1) select a historic trend of
the statistics used in process fault detection or of the predicted
quality parameter, 2) examine the trend to determine when the
alert(s) occurred and then 3) select the point in the trend
where the alert occurred to find more information about the
alert condition. Moreover, to find all of the alerts that have
occurred in the past, it would be necessary to find and select
each alert within statistical parameters trend plots or the pre-
dicted quality trend plots, which is time consuming and
tedious. In fact, it is time consuming to scroll back in the trend
history to find when an alert condition was active for either a
continuous process or a batch process. As a result, it may not
be possible to easily analyze all past alerts to find common
problems, etc. Also, alerts that indicate conditions that con-
tributed to the production of off-specification products may
be easily overlooked.

The new user interface described herein, however, enables
a user to examine alerts that are currently active or that have
occurred in the past. For the continuous data analytics appli-
cation, alerts may be triggered by the predicted product qual-
ity exceeding user defined or calculated limits (such as prod-
uct specification or confidence limits) or by process faults that
have been detected (utilizing a PCA model and its associated
statistics).

More particularly, with the new user interface, a continu-
ous list tab is provided in a user interface screen and, when
this tab is selected, an overview is provided of the continuous
data analytics blocks (CDA blocks such as that of FIG. 9) that
are currently installed in the control system for quality pre-
diction and/or fault detection. In this overview, the last quality
prediction or process fault is shown for each CDA block, as
illustrated in FIG. 11A.

Significantly, an alarm history tab has been added to the
user interface screen to enable a user to view all of the data
analytic alerts that have been detected. When a user selects
this tab, the user interface displays a list of current and past
alerts. The example user interface screen of FIG. 11B shows
an alarm history view where only one (1) alert has occurred in
the past. In general this view would contain many process
faults and quality parameter prediction alarms.

When a user selects one of the alerts in the summary list,
the user interface changes the display to show the associated
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quality parameter prediction or process fault detection trend
centered about the time of the alert. An example of the view
provided for a process faults is illustrated in FIG. 11C.

Next, when a user selects one of the parameters that con-
tributed to the fault, the user interface provides historic infor-
mation for this parameter (e.g., a parameter trend plot) using
parameter data at the time of the fault. This operation is
illustrated in the screen image of FIG. 11D. Of course, the
user interface system may access this data from the data
historian for the time period associated with the alert (e.g.,
when the alert was generated).

This ability to easily view all of the alerts that have
occurred in the past and to easily access associated historic
information at the time of the alert has many advantages over
the traditional alarm summary interface, which does not pro-
vide an alert summary and provides no support to display
associated historic information at the time of the alert.

Moreover, there are other applications for the alert inter-
face illustrated in FIGS. 11A-11D outside of the use with the
data analytic blocks described herein. In fact, the concepts
associated with the alert interface described as being imple-
mented in continuous data analytics can be applied to many
other applications. As an example, an “alarm list” button is
provided in the standard DeltaV™ operator interface. When
the operator makes this selection, a list of current active
alarms is displayed, as illustrated in FIG. 12A.

When viewing the alarm list, no support is provided for the
user to easily access and examine values of the process
parameter(s) in the alarm around the time that the alarm was
detected. However, using the use interface described herein,
the alarm list display is modified to support the display of
associated historic information at the time of an alarm
selected in this list, which makes it much easier and faster for
a user to analyze the source of the alarm. This concept is
illustrated in FIG. 12B where a user can see an alarm list and
selectan alarm to see trend data for the alarm variable (i.e., the
variable that was used to generate the alarm).

Additionally, if the measurements in the alarm are associ-
ated with other parameters, the user interface can provide the
user with the option to request that the historian values of
associated parameters around the time of the alarm also be
displayed. For example if the parameter in alarm is the PV of
a PID block or is an input of an MPC block, etc., then any
other parameter(s) of the block that is assigned to the historian
could be displayed around the time of the alarm. Such a
display is illustrated in FIG. 12C. By allowing associated
historic information at the time of the alarm to be easy
accessed and displayed, it is easier and quicker for the opera-
tor to analyze the source of the problem.

As noted above, at least some of the above described
example methods and/or apparatus may be implemented by
one or more software and/or firmware programs running on a
computer processor. However, dedicated hardware imple-
mentations including, but not limited to, application specific
integrated circuits, programmable logic arrays and other
hardware devices can likewise be constructed to implement
some or all of the example methods and/or apparatus
described herein, either in whole or in part. Furthermore,
alternative software implementations including, but not lim-
ited to, distributed processing or component/object distrib-
uted processing, parallel processing, or virtual machine pro-
cessing can also be constructed to implement the example
methods and/or systems described herein.

It should also be noted that the example software and/or
firmware implementations described herein are stored on a
tangible storage medium, such as a magnetic medium (e.g., a
magnetic disk or tape), a magneto-optical or optical medium
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such as an optical disk, or a solid state medium such as a
memory card or other package that houses one or more read-
only (non-volatile) memories, random access memories, or
other re-writable (volatile) memories. Accordingly, the
example software and/or firmware described herein can be
stored on a tangible storage medium such as those described
above or successor storage media. To the extent the above
specification describes example components and functions
with reference to particular standards and protocols, it is
understood that the scope of this patent is not limited to such
standards and protocols. For instance, each of the standards
for internet and other packet-switched network transmission
(e.g., Transmission Control Protocol (TCP)/Internet Protocol
(IP), User Datagram Protocol (UDP)/IP, HyperText Markup
Language (HTML), HyperText Transfer Protocol (HTTP))
represent examples of the current state of the art. Such stan-
dards are periodically superseded by faster or more efficient
equivalents having the same general functionality. Accord-
ingly, replacement standards and protocols having the same
functions are equivalents which are contemplated by this
patent and are intended to be included within the scope of the
accompanying claims.

Additionally, although this patent discloses example meth-
ods and apparatus including software or firmware executed
on hardware, it should be noted that such systems are merely
illustrative and should not be considered as limiting. For
example, it is contemplated that any or all of these hardware
and software components could be embodied exclusively in
hardware, exclusively in software, exclusively in firmware or
in some combination of hardware, firmware and/or software.
Accordingly, while the above specification describes
example methods, systems, and/or machine-accessible
medium, the examples are not the only way to implement
such systems, methods and machine-accessible medium.
Therefore, although certain example methods, systems, and
machine-accessible medium have been described herein, the
scope of coverage of this patent is not limited thereto.

The invention claimed is:

1. A computer implemented method of generating a pro-
cess model for use in analyzing the operation of a process that
is capable of operating in a number of different process states
as defined by a state variable associated with the process,
comprising:

collecting training data from the process during operation

of the process, the training data including a value for
each of a set of process parameters, a value for the state
variable and a value of a result variable associated with
each of a multiplicity of different process measurement
times;

dividing the training data into time slices of data, using a

computer processing device, to produce a set of time
sliced data for each time slice of data, wherein each set
of time sliced data includes a value for each of the set of
process parameters, a value for the state variable and a
value for the result variable;

storing the sets of time sliced data in a computer memory;

determining, using a computer processing device, a set of

process state means from the training data, the set of
process state means including a state variable mean for
each of the process states and one or more process
parameter means for each of the process states;

storing the set of process state means in a computer

memory;

developing, using a computer processing device, a set of

time slice means for each of the time slices of data using
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the stored process state means, each of the sets of time
slice means including a time slice mean for each of the
process parameters;

developing, using a computer processing device, a set of

deviations from the mean for each time slice of data, the
set of deviations from the mean for a particular time slice
of data including, for each process parameter within the
particular time slice of data, using the process parameter
value of the particular time slice of data and the time
slice mean for the process parameter for the particular
time slice of data to develop the deviation from the mean
for the process parameter for the particular time slice of
data; and

generating, using a computer processing device, a process

model using the sets of deviations from the mean for the
time slices of data and the result variable values for the
time slices of data.

2. The computer implemented method of claim 1, wherein
generating the process model includes generating a process
model that uses other sets of deviations from the mean of the
process parameters to predict a value of the result variable.

3. The computer implemented method of claim 1, further
including filtering one or more of the deviations from the
mean of each set of deviations from the mean prior to gener-
ating the process model.

4. The computer implemented method of claim 3, wherein
filtering one or more of the deviations from the means
includes low pass filtering the one or more of the deviations
from the means using a low pass filter having a time constant
based on a time response for one or more of the process
parameters associated with the process undergoing a change
of process state.

5. The computer implemented method of claim 1, wherein
dividing the training data into time slices of data includes time
shifting one or more of the process parameter values, the state
variable value and the result variable value of the training data
with respect to one another to form the time slices of data.

6. The computer implemented method of claim 5, wherein
time shifting includes performing a cross correlation between
at least one of the process parameters or the state variable and
the result variable to determine a time delay amount associ-
ated with the at least one of the process parameters or the state
variable and the result variable, and time shifting the process
parameter values for the at least one of the process parameters
or the state variable values for the state variable with respect
to the result variable values of the result variable by the time
delay amount so that each time slice of data includes at least
one of the process parameter value or a state variable value
that is shifted in time with respect to the result variable value.

7. The computer implemented method of claim 1, wherein
dividing the collected data into time slices of data includes
time shifting one or more of the process parameter values and
the state variable values in the training data with respect to the
result variable values in the training data.

8. The computer implemented method of claim 1, wherein
the state variable is indicative of a product grade, a throughput
of'the process, a production rate, or a disturbance variable of
the process.

9. The computer implemented method of claim 1, further
including storing the determined process state means for the
process states as part of the generated process model.

10. The computer implemented method of claim 9, further
including collecting new process parameter values and state
variable values from the operating process, and using the
collected new process parameter values and the state variable
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values and the process state means to develop inputs to the
generated process model to develop an estimate of the result
variable.
11. The computer implemented method of claim 10, fur-
ther including using the estimate of the result variable to
perform quality prediction or fault detection for the process
during ongoing operation of the process.
12. The computer implemented method of claim 1,
wherein developing the set of time slice means for each of the
time slices of data includes determining, for each process
parameter in a particular time slice of data, an interpolation
factor for the particular time slice of data using the value of
the state variable for the particular time slice of data and the
state variable mean for the process states between which the
value of the state variable for the particular time slice of data
falls and determining the time slice means for each of the
process parameters for the particular time slice of data using
the interpolation factor and the values of the process param-
eter means for the process states between which the value of
the state variable for the time slice of data falls.
13. A computer implemented method of forming a process
prediction model, comprising:
collecting process parameter values for a set of process
parameters, state variable values for a state variable and
result variable values for a result variable from an oper-
ating process for each of a number of process times;

determining, using a computer processing device, a set of
process state means, wherein the set of process state
means includes, for each of multiple process states, a
mean value of the state variable and a mean value of each
of'the process parameters when the process is operating
in each of the multiple process states;

determining, using a computer processing device, for each

of multiple sets of time-related data, a time slice mean
for each of the set of process parameters using the pro-
cess state means and a value of the state variable asso-
ciated with each of multiple sets of time-related data;
determining, using a computer processing device, a devia-
tion from the mean for each of the process parameters for
each of the multiple sets of time-related data using the
time slice means and the process parameter values of
each of the multiple sets of time-related data, and
using, within a computer processing device, the deter-
mined deviation from the mean for each of the process
parameters for each of the multiple sets of time-related
data and the result variable values of each of the multiple
sets of time-related data to generate a process prediction
model capable of operating on a computer processing
device to predict the result variable within the process.

14. The computer implemented method of claim 13, fur-
ther including determining a definition of a state variable
range for each of the multiple process states and wherein
determining a set of process state means includes, for each of
the multiple process states, determining a mean value of the
state variable using the state variable values falling within the
defined state variable range for each particular process state
and a process parameter mean using the process parameter
values associated with state variable values falling within the
defined state variable range for each particular process state.

15. The computer implemented method of claim 13, fur-
ther including filtering one or more of the deviations from the
mean prior to the generation of the process prediction model.

16. The computer implemented method of claim 13, fur-
ther including, prior to determining a set of process state
means, forming each of multiple sets of time-related data by
time shifting one or more of the process parameter values, the
state variable values and the result variable values with
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respect to one another in time so as to form the sets of time-
related data having data from different measurement times.
17. The computer implemented method of claim 16, fur-
ther including performing a cross correlation between at least
one of the process parameters or the state variable and the
result variable to determine a time delay amount associated
with the process parameter or the state variable and the result
variable, and time shifting the process parameter values for
the process parameter or the state variable values for the state
variable with respect to the result variable values of the result
variable by the time delay amount so that each set of time-
related data includes at least one of the process parameter
value or a state variable value that is shifted in time with
respect to the result variable value.
18. The computer implemented method of claim 13,
wherein determining, for each of multiple sets of time-related
data, a time slice mean for each of the set of process param-
eters includes determining an interpolation factor for a par-
ticular set of time-related data using the value of the state
variable for the particular set of time-related data and the state
variable means for the process states between which the value
of'the state variable for the particular set of time-related data
falls and determining the process parameter means for the
process parameters for the particular set of time-related data
using the interpolation factor and the values of the process
parameter means for the process parameter associated with
the process states between which the value of the state vari-
able for the set of time-related data falls.
19. A computer implemented method of measuring process
quality or a process fault in an operating process, comprising:
storing a process prediction model in a computer memory,
wherein the process prediction model takes, as a set of
inputs, a set of deviations from means for each of a set of
process parameters and produces, as an output, a pre-
dicted process quality value or a process fault value;

collecting process parameter data for each of the set of
process parameters and process state variable data for a
process state variable from the process during online
operation of the process for a multiplicity of measure-
ment times;
developing, using a computer processing device, a series of
time slices of data, each time slice of data including a
process parameter value for each of the set of process
parameters and a process state variable value;

determining, using a computer processing device, a devia-
tion from a mean for each of the process parameters for
each of the time slices of data; and

providing, using a computer processing device, the deter-

mined deviations from the means for each of the time
slices of data as inputs to the process prediction model
while executing the process prediction model on the
computer processing device to produce a prediction of
the process quality value or the process fault value.

20. The computer implemented method of claim 19,
wherein determining the deviations from the means for each
of the time slices of data includes determining a time slice
mean for a particular process parameter of a time slice from a
stored set of process state means stored as part of the process
prediction model.

21. The computer implemented method of claim 20,
wherein determining a time slice mean for a particular pro-
cess parameter of a time slice of data includes determining an
interpolation factor for the time slice of data using the value of
the state variable for the time slice of data and stored state
variable means for process states between which the value of
the state variable for the time slice of data falls and calculating
the time slice means for the particular process parameter for
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the time slice of data using the interpolation factor and the
values of a set of process parameter means for the particular
process parameter for the process states between which the
value of the state variable for the time slice of data falls.

22. The computer implemented method of claim 19, fur-
ther including time shifting one or more of the collected
process parameter values or the collected process state vari-
able values in time with respect to one another to develop the
series of times slices of data.

23. The computer implemented method of claim 19, fur-
ther including collecting new process parameter values and
state variable values for the process and adapting the process
prediction model by determining a new set of process state
means from the collected new process parameter values and
the state variable values and storing the new set of process
state means as part of the process prediction model.

24. A process model development system for use in mod-
eling the operation of a process, comprising:

a computer readable memory;

a data collection unit that stores, in the computer-readable

memory, a process parameter value for each of a plural-
ity of process parameters determined from the process, a
state variable value for a state variable determined from
the process and a result variable value for a result vari-
able determined from the process for each of a number of
different process operational times;

a time slice determination unit that determines a series of
time slices of data from the data stored by the data
collection unit, wherein each time slice of data includes
a process parameter value for each of the plurality of
process parameters, a state variable value for the state
variable and a result variable value for the result vari-
able;

a process state mean calculation unit that determines a set
of process state means for each of a multiplicity of
process states, wherein the set of process state means for
a particular process state includes a mean of the state
variable value from each of the time slices of data in
which the state variable value is in a range associated
with the particular process state, and a mean value of
each of the process parameter values from each of the
time slices of data in which the state variable value is in
a range associated with the particular process state;

a time slice mean calculation unit that calculates a time
slice mean value for each of the process parameters for
each of the time slices of data;

a deviation calculation unit that calculates a deviation from
the time slice mean value for each of the process param-
eters for each of the time slices of data, wherein the
deviation calculation unit calculates a deviation from the
time slice mean for a particular process parameter by
calculating a difference between the particular process
parameter value of the time slice of data and the time
slice mean of the time slice of data for the particular
process parameter; and

a process model generation unit that uses the deviations
from the time slice mean values for the time slices of
data and the result variable data to develop a statistical
process model that predicts values of the result variable
based on deviations from means of process parameters.

25. The process model development system of claim 24,
wherein the time slice determination unit includes a delay
unit that shifts one or more of the process parameter values or
the state variable values in time with respect to the result
variable value by a time delay amount as part of determining
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the series of time slices of data from the data stored by the data
collection unit, so that each time slice of data includes a
process parameter value for one or more of the plurality of
process parameters or a state variable value for the state
variable that is shifted in time with respect to the result vari-
able value of the time slice of data.

26. The process model development system of claim 25,
further including a cross-correlation unit that performs a
cross-correlation between one of the process parameters or
the state variable and the result variable to determine the time
delay amount used by the delay unit to shift the one or more
of'the process parameter values or the state variable values in
time with respect to the result variable values.

27. The process model development system of claim 25,
wherein the process model generation unit stores the process
state means and the time delay amount as part of the generated
statistical process model.

28. The process model development system of claim 24,
further including a filter unit disposed between the deviation
calculation unit and the process model generation unit that
filters the deviations from the time slice mean values for each
of'the process parameters for each of the time slices of data.

29. A process monitoring system for use in monitoring the
operation of a process, comprising:

a data collection unit that stores, in the computer-readable
memory, a process parameter value for each of a plural-
ity of process parameters determined from the process
during operation of the process and a state variable value
for a state variable determined from the process during
operation of the process for each of a number of different
process operational times;

a time slice determination unit that determines a series of
time slices of data from the data stored by the data
collection unit, wherein each time slice of data includes
a process parameter value for each of the plurality of
process parameters and a state variable value for the
state variable;

a time slice mean calculation unit that calculates a time
slice mean value for each of the process parameters for
each of the time slices of data;

a deviation calculation unit that calculates a deviation from
the time slice mean value for each of the process param-
eters for each of the time slices of data, wherein the
deviation calculation unit calculates a deviation from the
time slice mean for a particular process parameter for a
particular time slice of data by calculating a difference
between the particular process parameter value of the
particular time slice of data and the time slice mean of
the particular process parameter of the particular time
slice of data; and

a statistical process model stored on a computer readable
memory that executes on a processor to predict values of
a result variable based on the deviations from the time
slice means of the set of process parameters associated
with the process.

30. The process monitoring system of claim 29, wherein
the time slice determination unit includes a delay unit that
shifts one or more of the process parameter values or the state
variable values in time by a time delay amount as part of
determining the series of time slices of data from the data
stored by the data collection unit, so that each time slice of
data includes a process parameter value for one or more ofthe
plurality of process parameters or a state variable value for the
state variable that is shifted in time by the time delay amount.
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